# Python Beginner Doc

# Chapter 1

## Introduction

Python is a high-level, interpreted, interactive and object-oriented scripting language. Python is designed to be highly readable. it has fewer syntactical constructions than other languages.

* Python is processed at runtime by the interpreter, while in some other languages program needs to compile first before executing.
* Python is interactive language. You can interact your lines of code on the python prompt.
* Python is also an object-oriented language, it basically encapsulates your python code with the objects.

## History

Python was developed by Guido van Rossum in the late eighties and early nineties at the National Research Institute for Mathematics and Computer Science in the Netherlands.

## Pros & Cons

### Pros

* Python is easy to use language.
* Python is dynamically typed language.
* In python, everything is object.
* Python has large community support.

### Cons

* Python is slow because of its dynamically typed nature.
* Python global interpreter lock, only a single thread can run access internals at a time.

## Where to Download?

<http://www.python.org/download/>

## How to write your first python program?

### Interactive mode programming

### **Linux –** Open the terminal and typed ‘python’

### $ python

### Python 2.4.3 (#1, Nov 11 2010, 13:34:43) [GCC 4.1.2 20080704 (Red Hat 4.1.2-48)] on linux2 Type "help", "copyright", "credits" or "license" for more information.

### >>>

Now type

>>> print "Hello, Python!"

O/P

Hello, Python!

### Script Mode

Create a file with extension **.py**. Type the following line to the file

print "Hello, Python!"

and then save the file with name first.py. Now run the following command on terminal

python location/first.py

## Python Identifiers

Python identifiers is name used to identify function, variable, class name, object name.

### Naming conventions

* Class name start with uppercase letter
* Starting with single leading underscore, it indicates that identifiers is private.
* Starting with double leading underscore, it indicates that identifiers is strongly private.

## Python keywords

|  |  |  |
| --- | --- | --- |
| And | exec | Not |
| Assert | finally | or |
| Break | for | pass |
| Class | from | print |
| Continue | global | raise |
| def | if | return |
| del | import | try |
| elif | in | while |
| else | is | with |
| except | lambda | Yield |

## Lines & Indentation

Python provide no braces to indicate the code blocks. Python use indentation and it is variable, but all statements must be intended with same amount.

## Multiline statements

var = var1 + \

var2 + \

var3

also used with the list, tuple, dictionary. Do not vary about the datatypes, we will cover those in future chapter.

test = [ 1, 2, 3, 4,

5, 6]

## Comments

# This is my python script

## Multiple statement is single line

a = 1; b = 2; c=3

print a,b,c

O/P

1 2 3

## Take Input from user

* raw\_input
  + decision = raw\_input(‘Please enter your decision\n’)
  + After running the above statement user has to write its decision on terminal, his/her decision will be save in the variable **decision.**
  + raw\_input function takes user entry and its type is <str>.
* Input
  + Decision = input(‘Please enter your decision\n’)
  + After running the above statement user has to write its decision on terminal, his/her decision will be save in the variable **decision.**
  + Input function takes user entry and its type will depend on the user entry.

## Command line arguments

python test.py arg1 arg2

test.py

--start –

import sys

# This will print all the argument given

print sys.argv

# This will print the specific argument by their location

print sys.argv[0]

print sys.argv[1]

# Chapter 2

## Variable

Variables are the reserved memory location, you can assign values to them.

Example

a = 2 (a is the integer variable, a holds value 2)

a Memory Location (0xFFFF)

2

a = 100.0 (a is the float variable, a holds value 100.0)

a = ‘Cians’ (a is the string variable, a holds value Cians)

## Data Type

* Numbers
* String
* List
* Tuple
* Dictionary

### Numbers

Number data types hold numeric values.

var = 100

#### Python support 4 types of numerical types:

* int
* long
* float
* complex

### String

String is the contiguous set of characters represented in quotation mark.

var = ‘CiansAnalytics’

**print var[0] # Prints the first character of the string**

O/P

C

**print var[-1] # Print the last character of the string**

O/P

s

**print var[2:6] # Print characters from 3rd to 5th**

O/P

ans

**print var[2:] # Print all character starting from 3rd**

O/P

ansAnalytics

**print var \* 2 # Print string two times**

O/P

CiansAnalyticsCiansAnalytics

**print var + ‘ Gurgaon’ # Print the concatenation of both string**

O/P

CiansAnalytics Gurgaon

## List

A list contains items separated by commas and enclosed within square brackets ([]). List is like arrays in C.

We also can use the slice Operator on list.

list = [1,2,3,4,5,6,7,8]

**print list[0] # Print the first element of the list**

O/P

1

**print list[-1] # Print the last element of the list**

O/P

8

You can add two lists like this

a = [1,2,3,4]

b = [5,6,7]

print a + b # Print the concatenation of both the list

## Tuple

Tuple is another sequence data type that is similar to list.

#### Difference between Tuple and List

* Tuple is non-mutable, while list is mutable
  + Example

list = [1,2,3,4,5]

tup = (1,2,3,4,5)

list[0] = 5 # It will reassign the value at 0 index

print list

O/P

[5,2,3,4,5]

While in tuple this is not possible

tup[0] = 5 # It will show you the TypeError: 'tuple' object does not support item assignment

* Tuple syntax is different from list
  + Example

tup = (1,2,3,4,5)

list = [1,2,3,4,5]

tup = (1,2,3,4,5,6)

**print tup[0] # Print the first element of the tuple**

O/P

1

**print tup[-1] # Print the last element of the tuple**

O/P

6

You can also concatenate the two tuples, can also use the slice operator just like string and list.

## Dictionary

Python dictionary are kind of hash table, it consists of key-value pair. Dictionary key can be any python data type.

Dictionaries are enclosed by curly braces ({ }) and values can be assigned and accessed using square braces ([]).

dict = {} # Define the empty dictionary

dict[‘First’] = 1

dict[‘Second’] = 2

print dict # It will print the all key-value pair in the dictionary

O/P

{'Second': 2, 'First': 1}

## Data Type conversion

Int(x[,base]) Converts x to an integer. base specifies the base if x is a string

long(x [,base] ) Converts x to a long integer. base specifies the base if x is a string.

float(x) Converts x to a floating-point number.

complex(real [,imag]) Creates a complex number.

str(x) Converts object x to a string representation.

list(s) Converts s to a list.

tuple(s) Converts s to a tuple.

dict(d) Creates a dictionary. d must be a sequence of (key, value) tuples.

etc

# Chapter 3

### Types of Operator

* Arithmetic
* Comparison
* Assignment
* Logical
* Bitwise
* Membership
* Identity

### Arithmetic Operator

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Examples** |
| + | Addition – Add two numbers | a = 5, b = 10, a+b = 15 |
| - | Subtraction – Subtract two numbers | a = 5, b = 10, a-b = -5 |
| / | Division – Divide two numbers | a = 5, b =10, a/b = 0  a = 5.0, b=10.0, a/b = 0.5 |
| \* | Multiplication – Multiply two numbers | a = 5, b =10, a\*b = 50 |
| % | Modulus - divides the two numbers and return remainder | a = 5, b = 10, a%b = 5 |
| \*\* | Exponent – Do the exponential calculation | a = 5, b = 10, a\*\*b = 9765625 |
| // | Floor Division - The division of operands where the result is the quotient in which the digits after the decimal point are removed. | a = 9.9, b = 5. a//b = 1.0 |

### Comparison Operator

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Examples** |
| == | Compare two values if equal then **True** Otherwise **False** | a = 5, b = 10  a == b  False |
| != | Compare two values if not equal then **True** Otherwise False | a = 5, b = 10  a != b  True |
| > | If value of LHS greater than the RHS then **True** Otherwise **False** | a = 5, b = 10  a > b  False |
| < | If value of LHS smaller than the RHS then **True** Otherwise **False** | a = 5, b = 10  a ><b  True |
| >= | If value of LHS greater than or equal to the RHS then **True** Otherwise **False** | a = 5, b = 5  a >= b  True |
| <= | If value of LHS smaller than or equal the RHS then **True** Otherwise **False** | a = 5, b = 5  a <= b  False |

## Assignment Operator

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Examples** |
| = | Assigns values from right side operands to left side operand | c = a + b |
| += | It adds right operand to the left operand and assign the result to left operand | c += a or c = c + a |
| -= | It subtracts right operand from the left operand and assign the result to left operand | c -= a or c = c – a |
| \*= | It multiplies right operand with the left operand and assign the result to left operand | c \*= a or c = c \* a |
| /= | It divides left operand with the right operand and assign the result to left operand | c /= a or c = c/a |
| %= | It takes modulus using two operands and assign the result to left operand | c %= a or c = c % a |
| \*\*= | Performs exponential (power) calculation on operators and assign value to the left operand | c \*\*= a or c = c\*\*a |
| //= | It performs floor division on operators and assign value to the left operand | C //= a or c = c // a |

## Logical Operator

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Examples** |
| & Binary AND | Operator copies a bit to the result if it exists in both operands. | (a & b) = 12 (means 0000 1100) |
| | Binary OR | It copies a bit if it exists in either operand. | (a | b) = 61 (means 0011 1101) |
| ^ Binary XOR | It copies the bit if it is set in one operand but not both | (a ^ b) = 49 (means 0011 0001) |
| ~ Binary Ones compliment | It is unary and has the effect of 'flipping' bits | (~a) = -61 (means 1100 0011 in 2's complement form due to a signed binary number. |

## Logical Operator

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Examples** |
| and | If both the operands are True | True and True  True |
| or | If one of the two operands are True | Ture and False  True |
| not | Inverse operands | not True  False |

## Membership Operator

Python membership operator test the membership in the given sequence

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Examples** |
| in | Evaluates to True if it finds a variable in the specified sequence and false otherwise. | a = [1,2,3,4]  1 in a  True |
| not in | Evaluates to False if it finds a variable in the specified sequence and false otherwise. | a = [1,2,3,4]  8 in a  True |

## Identity Operator

Python identity operator compare the memory location of two objects.

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Examples** |
| is | Evaluates to true if the variables on either side of the operator point to the same object and false otherwise. | a = 5, b = 5  a is b  True |
| is not | Evaluates to false if the variables on either side of the operator point to the same object and true otherwise. | a = 5, b = 10  a is b  True |

## Operator precedence

|  |
| --- |
| \*\* |
| ~ ,+, - |
| \* ,/, %, // |
| +, - |
| >>, << |
| & |
| ^ ,| |
| <=, <, >, >=, |
| <>, ==, !=, |
| =, %=, /=, //=, -=, +=, \*=, \*\*= |
| is, is not |
| in, not in |
| not, or and |

# Chapter 4

Note: Python programming language assumes any non-zero and non-null values as TRUE, and if it is either zero or null, then it is assumed as FALSE value

### If else Block

Example

a = 5

if a == 5: # This line will compare the LHS with RHS

print True

else:

print False

O/P

True

Else condition block

False

If Condition block

True

Condition

## If elif else block

## 

a = int(raw\_input(‘Enter the Number’))

if a == 10:

print ‘Number is: 10’

elif a == 100:

print ‘Number is: 100’

else:

print ‘Number is other than 10 and 100’

OP

Enter the Number

10

Number is: 10

# Chapter 5

## Loops

A loop statement allows us to execute a statement or group of statements multiple times.

### While loop

Repeats a statement or group of statements while a given condition is TRUE. It tests the condition before executing the loop body.

Start

Condition

Conditional block

Execute until condition is True

Example

Problem Statement: print numbers from 1 to 10 using while loop

--start—

status = True

i = 1

while status:

print i

if i == 10:

status = False

i++

--end—

OP

1

2

3

4

5

6

7

8

9

10

## Infinite loop

A loop becomes infinite loop if a condition never becomes FALSE. You must use caution when using while loops because of the possibility that this condition never resolves to a FALSE value. This results in a loop that never ends. Such a loop is called an infinite loop.

Example

--start—

var = 1

while var == 1:

print ‘Your Number is: ’+str(var)

print ‘End of the loop’

--end—

OP

Your Number is: 1

Your Number is: 1

Your Number is: 1

.

.

to infinite

Note: You can also use the else statement with while loop

Example

--start—

user = int(raw\_input(‘Enter any number\n’))

while user == 10:

print ‘You enter the correct number’

else:

print ‘You entered the wrong number’

--end—

OP

Enter any number

20

You entered a wrong number

## For loop

For loop is used to iterate over a sequence like list, tuple, string.

### Syntax

--start—

for iterate in sequence:

print iterate

--end—

OP

Above example will print the all values one by one from the sequence

### Block Diagram

Start

for iterate in sequence

Item from sequence

Execute the statement

Iterate for next item print the the iterate If no item left

Example

### Iterate with String

--start—

value = ‘Cians’

for letter in value:

print letter

--end—

OP

C

i

a

n

s

### Iterate with list

--start—

value = [‘Cians’,’Analytics’,’Gurgaon’]

for name in value:

print value

--end—

OP

Cians

Analytics

Gurgaon

### Iterate with tuple

--start—

value = (‘Cians’,’Analytics’,’Gurgaon’)

for name in value:

print name

--end—

OP

Cians

Analytics

Gurgaon

## Nested loops

### while

--start—

while i == 0:

while j == 0:

print ‘Nested statement’

--end—

### for

--start—

for iterate1 in sequence1:

for iterate2 in sequence2:

print ‘Nested block’

--end—

## Loop Control statements

|  |  |
| --- | --- |
| break | Terminate the loop statement |
| pass | This statement is used when, you do not want to execute any statement |
| continue | Skip the current iteration and shift to next iteration |

# Chapter 6

## Function

A function is a block of organized, reusable code that is used to perform a single, related action. Functions provide better modularity for your application and a high degree of code reusing.

As you already know, Python gives you many built-in functions such as print() and but you can also create your own functions. These functions are called user-defined functions

## Defining a function

You can define functions to provide the required functionality. Here are simple rules to define a function in Python.

* Function blocks begin with the keyword def followed by the function name and parentheses ( “( )” ).
* Any input parameters or arguments should be placed within these parentheses. You can also define parameters inside these parentheses.
* The first statement of a function can be an optional statement - the documentation string of the function or docstring.
* The code block within every function starts with a colon (:) and is indented.
* The statement return [expression] exits a function, optionally passing back an expression to the caller. A return statement with no arguments is the same as return None.

### Syntax

--start—

def first\_function(parameters):

------------------------------

function body

statements

------------------------------

return statement

--end—

### Example

#### Statement – create a function to add two numbers

--start—

Def add(num1, num2):

return num1 + num2

--end—

#### How to call a function

add(1,2) # You can call the add function by simply writing the function name with correct argument given inside the parentheses ().

##### Example

--start—

user = raw\_input(‘Enter the two numbers by comma separated for addition\n’).split(‘,’)

num1 = int(user[0])

num2 = int(user[1])

op = add(num1, num2)

print op

--end—

OP

Enter the two numbers by comma separated for addition

1,2

3

# Chapter 7

## Module

A module allows you to logically organize your Python code. Grouping related code into a module makes the code easier to understand and use. A module is a Python object with arbitrarily named attributes that you can bind and reference.

Simply, a module is a file consisting of Python code. A module can define functions, classes and variables. A module can also include runnable code.

## How to create a Module

* Create a file with any name other than the python keyword and save that file with .py extension.
* Now open the file and write some python codes.

### Example

* Create a file name first\_module.py
* Write the below code into the module

--start—

def first\_mod():

print ‘This is my first module’

--end—

## How to import the module/use the module code

To use the module code, you need to import the module to current environment. So, the python interpreter knows what will going to run.

### Example

--start—

Import first\_module

First\_module.first\_mod()

--end—

OP

This is my first module

#### Other statements for import

* from module import abc
  + This statement will only import a single function/class from the whole module

Example

We have a module, which contain two functions **Add, Subtract** and its name is operation.py

![](data:image/png;base64,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)

--start—

def Add(num1, num2):

return num1-num2

def Subtract(num1, num2):

return num1-num2

--end—

Now if you write

from operation import Add

The above statement will only import the single function Add
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* from module import \*
  + The above statement will import all the function/class to current environment.

Example

From operation import \*

Now we have imported both Add and Subtract function
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## Location Modules

When you import a module, the Python interpreter searches for the module in the following sequences

* The current directory.
* If the module isn't found, Python then searches each directory in the shell variable PYTHONPATH.
* If all else fails, Python checks the default path. On UNIX, this default path is normally /usr/local/lib/python/.

## Package

A package is a hierarchical file directory structure that defines a single Python application environment that consists of modules and sub packages.

Start.py

Package1/

abc.py/

add()

subtract()

ced.py/

multiply()

divide()

If you want to use the abc.py and ced.py module in to start.py, You need to create a file \_\_init\_\_.py into the Package1 directory.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAwYAAAITCAYAAAC9qgtIAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAKQGSURBVHhe7f1bqG1bl9+HreOidC1LKtWF0t1V9QUSrEBsOGCQCQY92LBfHAwmQeCdIkG5CLKlHZADwopfvPMgDtEBu/JQDy4sqA3HD/IyiIBetE1QDIU32w+RctCDg4WMoeD76gMbpKggK6O1Nlrvrbfe+mWMeVljzvl/+LHX7NfWWu9j9H8b87Kffud3fudF+ft//++/fPWDfxMAAAAAAADwYBw6Mfj62+9fPn/7Pqw7Euey8+kH37x898PvXz68Kf+O2hLS5scXj9G112HG93Nyqn/3ug570Xj8aOU1bT6SLQAAAMDRqRIDf5Ayz9/kDm8+vnx29TOHbd3v08vboJ3l6QfvXz58idt58ShtrycmLT07pb60tYVtN9vnGozXwa7rj1++e1e328LI93PHZrh+O/buJdi6Dq9lp+Xt83HE+JFsAQAAAI5IIzHIgkJEkYrVfeL76d0nFip7BCP1jQ5zLw732nYuWnZy3aSQte1m+1yL6XVYRfQpycHI90vEpunfCXv3Esyuw1FAYgAAAADcDuPEgF+LMNojPkSwjw/k9FTWvDvB5Y2npN4WnxjQxy7s01Mr7NSmVL/OmX0Xn23d3Ji1nSRGbB/BJ15r+fOn5FPy712u1xj6J9jWDvm4yUexf7FdbdY23oc0Zmc+qZ9bB4LnSDGNY53aafmC2litrRHnw3iubZVqTOOftSXyT21v7d3eOhB7Y92Ki/SdX4dU55IbsTu3bdlJ5a29NIqnEonxPXtCbInXYZbIltZ8AAAAwCMyTgxYVMTCa+YQlfHGbVuJAdctc9biohRCIjbktffBYwWCipQsdsg36cs2rfaMxiQiO7nc2VqW59hIbK0Piy1fPr58nerK+a3tWiZCh9pJf7LHiqqv32T77JhT8wX+Rb5x33WcfqzjeNox7VhRfdHPCV77uvLPteX2zj/tM9y7wToQe2ItdXFcFG8nlzVikup5DqrP14nWtezs7aWZeBKRGN+zJwgV8X68WbwtM7EGAAAAHomJ7xjEYkMPdC8ePTreSFz1iA5wKcu2iT35NYkAtt8lGrV/QhY7sb9Ea0wlsjOX1+NaEebb+T4ivHwMakFaCjdpbxMDKbe+S5u5+fKYZVnpG/vFgtHPJagt/TX6/uW750UIRoliMCeXp3m1nRedxr+1ricU5fV470brIOXSP/s+F+s9+6yeqxbQLWHdsrO3lyofgngSsRi3cwnaZuQ70fJjhLdFy0bzAQAAAI/C8B2DHi1BZNE2px68VtwSsTCp7fYiQoVJZPOs7z1h4u0kvK2p/MqJgZTl9nbMmfns+Pra9yNYbC3r7edr4eOp/T4viZ6NjxLNyeU7EgNvm/Vvdu9GY3nf98Z6dp+1YmLR8aw/PTt1DmkTlY3j2UoMfDtPz3e5bhY/JsaxRImB0psPAAAAeBQ2JQZU92HHIa8Hee/QFUHSFmE8VyD6dEzunz7W8D614zqa34zLwtWMldr1fB+MmcqdnaksErKrzxo/ESfSzveJxGMkxjaJOV4XaTMzH5dTu2IdojHz62asO/G0Y1obU1s3Zypnm70P6zjcJ8fK25nG8P5xu8HebSYGxhbjR1VnYr13n/kxPTwOt6d2Jg4dO8d7aRzPSIzv2ROEXB/te8QIb8tsrAEAAIBHYXNiQGKAD+cVK4Z6iPixfUsRkeo7BzMJg0J8FWN6oaXlROmPCrlcL4Kh6/tgTIu3k2AxFPRNYmdBvugpfogt3qfYDztXKdykvZZpfbLj+eMaB2o3nk+x/tV7wq1rK9adeHrf1WbrZyueIlBzXWnnEgdji18jxfpH1LbGPvrx9sS6FxdPfx0Eqrdin9uuMdK+LTs/LOWtvTQbzygx2LMndF47zlbqxGA+1gAAAMAjUCUGUaOjwGIkeNJ4NG7Fzr3con8qZK2gb4F9NmZLPAEAAABwG9xUYkCc48nhNbgVO/dya/5tFbLYZ32QGAAAAAD3x80lBgAAAAAAAIDzg8QAAAAAAAAAgMQAAAAAAAAAgMQAAAAAAAAAsIDEAAAAAAAAAIDEAAAAAAAAAIDEAAAAAAAAALCAxAAAAAAAAACAxAAAAAAAAACAxAAAAAAAAACwgMQAAAAAAAAAgMQAAAAAAAAAgMQAAAAAAAAAsIDEAAAAAAAAAIDEAAAAAAAAAIDEAAAAAAAAALCAxAAAAAAAAACAxAAAAAAAAACAxAAAAAAAAACwgMQAAAAAAAAAgMQAAAAAAAAAgMQAAAAAAAAAsIDEAAAAAAAAAIDEAAAAAAAAAIDEAAAAAAAAALBwE4nB0w++efnuhz9++fzt+7AezPH1t9/fRAzPZafsm+9fPrwp/47aEtfaZ9dehxnfz8mp/t3rOuxF4/GjlVuwGQAAwG3y6omBP/SI797Fba/BtUXUXp7efHz5XMTt08vboJ3l6QfvXz58idt5v6Xt68ShZ6fUz62RbXekdR2vg13X06+Hke/njs1w/Xbs3UuwdR1ey07L22ckBgAAAC7HQRKDLEpUNLxWcnBukXQJnt59YqGyJ0bUNxIW1Tq8YmJAtOzkusk1su2Otq7T63CG62Hk+yVi0/TvhL17CWbX4SggMQAAAHBJDpcYEPQW/4+ev6meLFoxIf3oCR79u7ZZ+uR6Era5b7dugcamQ9eWCfkpoYoaRe1p2aLz+IOcx/ny8eVrfa1+GhtbtMb0tMaU/vWTT78O0i6/5jVR3xbKtXDxXOccrdF4zNrO4RrZPfP8KfmU/HuX6zWGvX0mHzf5KPYvtqvN2sb7kMbszCf1c+tA8BwppnGsUzstXyj3Zx7TivPT9nzpn7Ul8k9tb+3d3joQe2Pdiov0nV+HVGfix6/Z7ty2ZSeVt/bSKJ5KlBjs2RMAAABAxCETg0o4rwdfeaBTPzrs5FDnw9kciPYA9f1ZDJnxLS1B4A9/+7pni7QzQottcf5ym6V/IAQ8OtfogO+NSfGtxUXpt7VT6mrxpLRi3Y3LYEwispPLna1leY6NCDi3Ruu6S105f7TPRFhRO+lP9ojAE7u+fpPts2NOzRf4F/nGfddx+rGO42nHtGNF9UU/3kO53L6u/HNtub3zT/sM926wDsSeWEtdHBfF28lljZikep6D6vN1onUtO3t7aSaeRJQY7NkTAAAAQMSNJwbxwZ0OWYc9gFvipDVuz6aeLURxcNM4EwlAi5H9M8gYpWDwPoh/+TX5wHF0tqs97Vj34xKNqUR25vLGGpn2tp3vI8LLx6DeZ6Vwk/Y2MZBy67u0mZsvj1mWlb7lvefnEtSW/hp9//Ld8yJMg1hHc3L5hj2vdWqLlFGb7J+8Hu/daB2kXPpn3+divWef1XOVvhEi9Ovylp29vVT5EMSTsPcSaVfbSWibke8AAACA5ZCJAR9m5iCLhII9XLWsrIsFSK8u1+8RSbEt3DYJFepTj70FnffUg96KW8L7LfPUPnkxNI51Oy5KS2BpnS/vrpGZz7ar/DtDYiBlub0dc2Y+O76+9v0IvR78fC18PLXf52Xv2fgo0ZxcviMx8LZZ/2b3bjSW931vrGf3WSsmFh2vvFe17dQ5pE1UNo5nKzHw7Tw93wEAAADleF8+ZnFXHshtoVAf/gqLKSNqZuu8PamcD3hjp3k9soXgA52EWSCKZKyxYFIkRv1DfjQm2xyIPh2T+6/1T2/eF7Hi+c24rXj24jIaM5U7O1NZc43yPhExZNfIr19pW7TPNok5XhdpMzMfl1O7Yh2iMfPrZqw78bRjWhtTWzdnKmebvQ/rONwnx8rbmcbw/nG7wd5tXu/GFuNHVWdivXef+TE9PA63p3YmDh07x3tpHE++j7jY7dkTAAAAQMRBEoPlYEvUh+GexED75HGN6O3UEXzQpro8hxzWua4UA21bCC+y6rplzA2HduqTKMeeGZNESRHTYkwjbqq5Sl9b8ezFZTSmxdtJtNaI2mq5fNFT/BBbvE+xH3aunpjT+mTH88c1DtRuPJ9i/ZN51vEYt66tWHfi6X1Xm62f+/b8Egdji18jxfpH1LbGPvrx9sS6FxdPfx0Eqrdin9uuMdK+LTs/LOWtvTQbzygx2LMnAAAAgIhXTwwehehAf21YjARPGo/Grdi5l1v0T4WsFfQtsM/GbIknAAAAcCmQGFyY9CT2oMJIn1hGdUfiVuzcy635t1XIYp/1QWIAAADgCCAxAAAAAAAAACAxAAAAAAAAACAxAAAAAAAAACwgMQAAAAAAAAAgMQAAAAAAAAAgMQAAAAAAAAAsIDEAAAAAAAAAIDEAAAAAAAAAIDEAAAAAAAAALCAxAAAAAAAAACAxAAAAAAAAACAxAAAAAAAAACwgMQAAAAAAAAAgMQAAAAAAAAAgMQAAAAAAAAAsIDEAAAAAAAAAIDEAAAAAAAAAIDEAAAAAAAAALCAxAAAAAAAAACAxAAAAAAAAACAxAAAAAAAAACwgMQAAAAAAAAAgMQAAAAAAAAAgMQAAAAAAAAAsIDEAAAAAAAAAXC4xePrBNy/f/fD7lw9v4noAXgPZlz9++fzt+7D+3Fx7vkcE9xoAAADgPFSJAYmYHz1/kxq8fV5ef/n48rXpNAMO68fgUuscjfv0g/cvH77Uc3HbHXvUstUPsWW5Nuh68Zxoyy3wGtd3a869tki/H7989y6X0f3OvgYAAAAeiToxWITX5x9+enlLlXRw0mskBqDBpda5NW4k3J7efHz5bJLZPZziB8+/XjNR/T3yGtd3a869tki/MpFDYgAAAOCRCRKDjy8f1sPx6d2nl8/ffiyexlKZfTpqD1ERSGvd86fisK6esJ4o5MAxGImyr7/9Pq/5gv1Ija/TvcTvUplyQYQ39eG9yXtN5pV9+n61hdqtgo9Y91mxNxfsvu3Nx30HezdKDHrzkQ98Xa1jaRy0zS1cK6N1b/mQ+r3L8bF7oogbP6SQOXprNBqzBff7stynFju1vU0MWnv3HtYPAAAAiAgTg69J/C+H2dtnOpTp8JTEwIox7mxey+FsDkdOIHJbOnD1YNWD04olcJuMBOLXb4zo4z1hxVwppi2tcVMSwGPJniJhRntJ92Cag/anE2WtvdfzY7R35TqIfYnai5Ck9mKv+qBz3MK1Mlr3lg9pjfSeUu2J7Ku/h7Tm7I1p23m4n97v1vZFYtDYu/ewfgAAAEBEnBgUB+16eFJjOhzXv7mzPfDdYWwP8XRwO/TwBLdLS6yV9Xbd8x4hAcVlwRPV1ri8z9antN8969+fzD5r20K0hFpzvsp+we7dPYkB9Zexs9jMZf35jkAv1j0ffD8bu949JHqt9Ma07Tzcb72fqZi3iYGMa32I1uo21w8AAACIaCQG+aC0h+epiYEXY+D2sesc1xmh1RBsJKq8eGqNy2Mse/DDkhTwE9v0t/apx7fsTQx6e/cSicHRr5VWvHJd7IPvd5TEQPosa6D3Mx4z+2DHvIf1AwAAACKaiUFqEBye5QEsr+XvfCCK2Mtt+emwGxvcPiKEarEW1Vnh9/TmfbnPqM68c9AaV4WX7CUS3STm1jG5ri8ItyYGxGjvWtFY1W1MDKj+Fq6VXryIlg++n43d6B7SmrM3pm3n4X7GRrZ5nb8a0+zde1g/AAAAIGJTYsCv+YCUA1QPUW0rB7mUy5fz7KEuAsn21YMU3C4ijsp1tWLO7okfPX9c98AiplYRmPvUQk6Fmq1P+2hNIqwIs0LNjmNpJQZENJ/tk+vcuxtnTgxu4VoZrXvLB+nXFvH2/uLvIUS8J/pjtuB+9t62+lQmJutcZu9+uIP1AwAAACKqxCBqBAAA12ZW4AMAAADgPCAxAAAcgvpJe/luAQAAAAAuCxIDAAAAAAAAABIDAAAAAAAAABIDAAAAAAAAwAISAwAAAAAAAAASAwAAAAAAAAASAwAAAAAAAMBClRhE/zlP/g+kzl8XGQVuh2vvl0eui+L/WhwpLr26yHblSLYAAAAARwDvGAAAAAAAAACQGAAAAAAAAACQGAAAAAAAAAAWkBgAAAAAAAAAkBgAAAAAAAAAkBgAAAAAAAAAFpAY3Alff/v9y+dv34d1e7nEmAAchacffPPy3Q+/f/nwJq4npM2PcR1MMBPPe0X3if5EbbRfsJcAALcAEoODQ+I8/yb6p5e3QRs+cMxvpb99zgdU1EfGjMdStoxZHoq1MIjm8wep8t27su8eWv6N4jKiF7eZmCqh78/f5PLlb23LNj/Y7+BLLDU2OaZl+dw+6yHxfkwhewkeIZ4zPtI1ey7xjz0KALg2SAwOzNO7T1NChwSRCmr6D5bevsuHEgvLVWiqsPr8/Onl82Dc2TH1P3TSg5BtXoXslvme3nx8+XyiAO7N1/NhBraPBWntR68uQg773Fb60+G/lH/5PtnO7ej1AyUGW/b8nn1mgeg6L48QzxkfkRgAAG6ZzYmBHsIK3ha9DCq4R0/QRTy2haMVUFomQrQtoLaM6ceSg6y0ezwf+Xq+w280H9GOS50wpMP5XT1ur66F9Ilitvy72PRhERYUPxLJn7/92F2Le2J2zxOR+JpZd0u5dus9TRNe3QsrxX4O+llbWvfIvO6y3ly/zOeTa8Um2bbc4+crbZWxU73Z21vtbI65wPt1EJcekhCW43H5CWN249KdL/adHyaYPkK93/ze7O0lomXn7HyeKGbn2GcAgMdge2Lwxtzw+OY6vlGB7cweiHSotA5KGaM+iEYCasuY/lCJDp/RfDRGa749DOfrxkUOUVtOBzS1jcbt1bWQ+XPbfB0t5RRLer3Y8PZ5WX9+F+FREgOKS3vPW0Ea7Zcta0DoPiiTXIq5bSNz2r1S9XP3wdY9MvXT1zTfute87TJvaUuE30seK1K9L3vsJFiwBntyFJcWPu729e4xO3GZmq/hu9T318XG3NLeS21/ZubzJB+CfS1/5/lm9xkA4HGoEgO9ecnTiRVzCOQbp7LeQDv99tZ5Yx+J6ua+vp49VKL2qc4dDkXdxjH5oC72h6xnIehG8515vcf+xXGJYP9a4q1T10NtyHveiBKOxVqvf585PkclxWX1t7dWLE6NYCO2rAEh42dRFO7dtay+7kw/vy/Uj4TU+X6eQsSbvTWCY0Hz+HhUdgg5Udhup/YJ7yuu3+x6tO4hNMfeMYlmXDbM5xnVE1sSA6JlJzEzn6eKmdvXe/cZAOAx2PSOgdxw8o1t60EM5vGxJvyBQzf1LQdQqu+s29YxW6LItuvNRz617NxLa75RXDzaPgsnhQ7dXl08niIxiuxbylfBomtty2zbe2RmzyssaFwMt96PZL5aQBV7Nyxz/cy83oe6rm1fbktzjveRRz+SovGK4qnstXM8ZhwX39ayRajPjmmp4jKcrz2+tyeiuWeDvWTxdhIz83mqmLl5T91nAID7ZkdiYG44weEMzgcdMPo0J77Zx7FvHUxK63DdM6YeOq1Dl8ta8+045GdojTsXlxzzuD62d4svspZBPKjcxy4ou2d6e75qN7nPWsj4RjDx/aycLxJz3i47b1Vn7pFS17eP9+gi1maf4j4tCWoRA5rP9I3ixO1OsHN6zMn1kHa+n7zeP2Y7LuP52uN7eyJ4DTv3ymIvDdavN5/YXd+vpE9/X2/dZwCAx+G0Lx8/f+QbHZKDy6AHica7OFCWm318+MihkNaIWA/xYu0M9gDZOmZdn/fCaD6uP+PB1Jtv5APROmjL+niv9+o8Ykvdlsu9TUHZPdPb8yxIde027LMWug7fmXF9n62JAb0u7CnukfG6W2SsvvC0pD2bKMf38ST0Gt9rZ2vMUVx6iHjN42m89445jEt3vv74rX1o6+cTg76dRGu+1DdMDOjXzHK/al9z3/l9BgB4HDYnBuD1kQOmf3ht5RJjAgC24UWliLws8Epu43q9hA/3EJdLoYlBT/S3khcAAEBicIPQk75z39QvMSYAYI70VPiB3h0Cl6GXGGCfAQBGIDEAAAAAAAAAIDG4F/AuAgDbmPnIRUSv37hufWK7gGsLAADA0UBicHCKLwg2PjvLgsO8Ndz6spoiY/Y/h7tlzFLw1KIoms+LJMV/Se7czPjuOcX3iND3Z/qfSddy82VCnvsB3/af2TMqrKt4TsZL+l0vMbDQuh45MdgbGwAAALcNEoMDI7+cMRaxJKLyr2q8f3n7LgsOFpar0BSxtQiS50/DX/aYHVN/aSOJNLJ5FWZb5uNfybigAN5ii2XG9xSnyfUS0ZXb5V8IWcq/fJ/s43b0+sESg/xLLWUsrZiWNjZO22O0V/z2+s2OicQAAADAEdmcGKjAUo58uN0yXnS2GIkiXi9Xb0WVbZvqN4zpxxJBEf0kX28+8vU6IqRni9Rl4R9R+M6+Wt83rFkYM4n7h0U00hiUaHz+9uMu0XurSCyWvfCuXieOvSZltFZ2HXbEqJxrvaelpG+tW/ek3TdT/YI6S5QY6P7Re2tvH1r8Pbm49oY/y0n/rvXrfJz8mj5CuRYRLd/Vr8pf8xDBloPXAesAACC2JwZv8s199gkp2E50yEZJGImCVnImY9RCdSTUt4zpD/dIBIzmEwEcz3duerZInYgZX8f13nfnq/b38fbIONmGfB0t5RRLer3Y8PaZhOlaZvrfMyRKKX6tdUqitdhzsi6zAlZJ/daxZE6KudbJ39zW2DPuF9fZuaPEwJbtTTKLOjd3aKf6RHVm33v/Z+jGhf/Odop/28YHAABwearEQA8kOWRXmocwoYdlu9/eOm/sI1EdsutrKxSkrCEKgvapzh3SRd3GMU9NDHjMK653z5YerXjKeLpvPy2+zIq5tQ9jxBrHYq3Xv68Yn9eE99IqTqN10ncMUvyCuMjT87n1lXGyOLV7t6oz9mzqF1wPhE8Mkk8O3y8iJUsuoW1dm7Q/vZ2eUX3EyPci8TFrDQAA4DhsesdADy8VPntFFhjjY01UYmI5XCPhYAWAr+P6zrptHdOPFdndm498atl5Cfbs2VE8lVkxJe1qG7h8FXK61rbMtr03NMZeGBdJUyE66XVrP84J2nrMvM5Vndk3m/o19k51LTf82YJ+pEjHHScG7evA+zHDyPccQyrfNjYAAIDrsCMxMDd+Ong2iiwwD4mH9AQ1PHTj2HvR4WmJ4z1j6uHfEiNc1pqvUX5JenNKXY65Moqnwus1IeJboozLfeyCskfAr5PEzIhM91rZ/o6BGZPvZ3KNSZ39m5IUGXfcL67TeYloT83uH8vTm/flfqH59J7BMTT3DPNa7GzHyfpf1TWukxnf2e8lKcC7BQAAcExO+/Lx80cWhUgOLoOKbo23FUF06MZCXQ7ntEbEKjaKtTPYg3zrmHV93guj+bj+SgJhZAsRCZ6R78W4k6JOxqyvGS53Y0Rlj4BPDHJZXoeUjBblsZiN0HX4jgT52t/uBxbqXL7YYezp9RuNacf215q/3onoerT4mPh7sYjzXO/t9HvQkv0vx42uEy7nMelXtHI/77v0nV8jAAAA12VzYgBen96T/b1cYkwAwGmI2M5Cu+RY16smBj3RHyVEAAAAjgMSgxuEnlKf+3C9xJgAgMehlxikdx8e8N0vAAC4JZAYAAAAAAAAAJAY3At4FwGA86Mf5bn0deA/MoTrruSc6/Aosb7W3gUA3BdIDA5O8eXWxmeK+QAwb9G3vjQ4qrNsGbM8aOuPEogPvT6Z6IuaW4nmm6kbEfWdjWeEfomz/ELoMo75UiePf4cfv2itg98Xkahp9T1lbY8ErTnE3HU4Qqxlz2//QvbefgAA0AOJwYGRXxQZCx0SRFlcvn95+y4fdCwsV6HZq/NsGbP1c6Ui1Ja650/pF110DA+L5BMFcG++LbZE5F9/yX23xDOCbLI/3cgH/fK6+PUben1HicFoHaxQk5iXbaJ1OHVtj4aNAbgsR4g1EgMAwJHYnBjoIazgALsMKrhHT9BFPLaFI69Xo75Vt2VML97ksCrtjgSeRXw93wHXm29cV4v7dAC/6/vRi7VHxlzGMvZo3D8sYoXiJz8f+7G7FrdKax04hpooURvj+2gdemvbQq8ze0/j2OteMGW5z7p2/O/axuyZ5phq/7rPW/ZGYpXjYsZLydPAlh7FT5kuSZXaNrKz8s8mtjv69eitA8WEr491LI1REWveK+35oli37OzN1+sX2aJz0vypfSLHrLXuvX69mBH9n7CN7ezRirXGo4qveXhkywEAx2B7YvAmX+Ryg8k3MXA+Zm/ScljFN28Zoz4YRnVbxvQ3+egwaAmgVL+M0ZpvD735xnVyqNlyOoTJ327fTjwjOG7m8OTxaQyK5Vr39nlZ/zdrWTDGLdOLZRI9zu/ROvTGbMFzdeJr1yeXyVoXQszsmdaY0o/WdH3dsJf6++uhdd8d2dLC71cZU2wb2Wntq/bvjn70ekTUXkQzjS++0Nh670pxWddBbMm2KVGsW3b25uv1q2wx6ydty7hZeudtr5/U1zHzcbCvR3a26MXa7wGxqW0zAOD1qRIDvZnwwayYQy7dBBJy0ff67a3zxj4S1c12fV3c5LksvnFH7efr5sfkw6PYH7Ke9rD1h4OFxzzzenfn69RFsH+r0Gr17cWzBYkIbc+Cg5MEjYWMJ3E9f3yOQCuWRSxSDCbXYevaTqyb7udiz3O/WNz0xvT9WvZGYjXFIyH9erb06InMnp21HQLZu7ef2tQjWocyCZB5yjJjS3BfInyse3aO54v7Vba4dff1lnrcuX5SH+zdxv2a2ozsbFH1c7EuEiZzHQMAjsmmdwz0JqU3mtkbB9iOjzVRHWLLTda+TuXBgTBTx/Ubx4wPubJdb59YgXwuevNt2bPqsz3ohfoQ3OKDxqgck2xaytdDW9ea2z5IYiBxsbHVvTReh9aYPaK96onWV/o19ldnzMq/hr0tsapj2n49W3rUAjHb1rPT22LZ22+GaB32JAZ+/lGsLTOJwda4RPVlvzzmbD8l3LtXTAxqu6m8bS8A4BjsSAzMDYBuMhM3DrAPOrTSU9Lw5hvH3h92s3V7xtRDQOv8wcNljQNm9uDZSm/ccV2OeVxf9u3Fs4VPvnIM6+8T8Lo/VGJgBIV7ndo11rC3ti34GuvE14scKSO72vO0xrTXsPoW3T/9nrL9+LW5745saSGxymOSwI0+ShTZude/Uax7ROuwRahLzLK/io+1lkV29ubr9bNx4ddun/r6Zj933rb6KeHedetuXw/t5NeLj+7+KP36seY4L0kB3i0A4Pic9uXj549844kON3A6emPXeBc3eCcuU/l6k05rRKyHVa9u75h1fd4LxV4xqB9cf8aDojffyBaidfCV9f5gdmMGwsAia1of5mzfUu5/gYjnGIx5S4zWIa3BSrgf3TrMrG0Lf40Rds5QXPG6t+95vTFZPHLZ0t/5oURitfCxuO/2belhx5Qv1eZ92bNzr3+jWPeI1oHsp/52Pcoyup7yXNF+iGLdsrM3X6+f2tIS3ESOG5Hr7BpF522rHxHFjMtZuOd+Wj+yM12bYWLQj7X0re97AIDjsTkxAK+P3PDLQ+BULjEmAOB1ELGWhVpJfZ17UXgttto5y2v584jMxDpKwAAAxwSJwQ1in1Kdi0uMCQC4De5NSCMxuB69WKd3NO7oXU8A7h0kBgAAAAAAAAAkBvcC3kUA4DTwlBkAAMCjg8Tg4BRfPmt85pYFjXmrtveFtF6dZcuYIqi0rhZW4kOvTyb6guC5KGO5TQBGPmypt4S+P5vf7jdf7uO4P9Db8L29tGefbUHGP2ZicGTbAAAA3A9IDA6M/3m6FiSI8i9LvH95+y4/5WdhuQrNXp1ny5j0yxf6zgLbvApZEWpL3fOn6lc4PPyrFVcUwGzbxHwzPqRf69iUGOS2+Rc7lnL6ZaK1jtsFv1R0r+heSvvO7P9z7bMeSAwAAAA8OpsTAz2EFXzU5DJ4kdRCxGNbOPYEcKtuy5giao3IZQFT2u3beMTX64oeSm783k0CP0iWWj4kwfau76NF+kQxk7h/WGyj+JH4jf5vg3uljku+Bs6xzyLSmvO6f5K1XPehzp/ud2ZfVHULaoskNEF58k9s53ozZuveyom4KRdMLHbO10L66Z7O/dTn6roxSZotB6AH9gsAx2R7YvAmHwpyIG07iMEc0eEcJWEkJlrJWSSeZuq2jOlFQSQeRoKNxmjNd06smIvmSyJxQ2JAoo1isUWUSgxz23wdLeUUS3q92PD2mUTqWmb63yt+7+h6cHzPsM884V42iYFNHnU+bctiPVgXscEkF+a1zpfeBaE6mxh07q3SN4+b2p0wX4vUb/WvGJP/tnZRXGq7AAAA3CZVYmDFU6I4kPWwUdZDp9Nvb5039pGoDuf1tQqT3CYf0pao/Xzd/JinCjYe8xXWm4XdhEhSIh/Y93WMno8ejWPe80bIcSzWev37FeLzWkgc17h8+bT4LvvtIolBR3zXayTQfFoXXj8NO9kHM77vJ239nLFtRZ8T5mvh+/lYFwmTuQYAAADcPpveMdCDSw/ErQcxmMfHmrAHMrdZDmX7OpUbcbCljus3jun3QGR3b5+QTy1bLgkLmg17t/ZT4mFFozAWYhKjem4uX0WerrUts20fAYmTxPPUfRbh90AxXzB+6terozG7Qj22z48Z+1vvrb3z9fBz+Ws/20bl4/0OAADgdtiRGJgDY6O4AtuwT7XjwzqOvU8gZuv2jKmiQeu8UOGyhmDbKuTOCcc2tDPH3DKydYsvLcHG5d6moOxRsGt0yj5roeutglc+45+vsWiPKK06GdNcp+Z1a925nb++3b3V16d+O+fLbev9Lv1MIsC2lHPz/WBJCvBuAQAA3Benffn4+SMf1kgOLoOKIY23HtRctxzWsVCXQz2tEZHEVbtu75h1fd4L/suUSiHErigsWMwlO+o9GwmlkQ9l37nrQOIVzE/lTmxGZfdMEe8oFmkN5vdZD9uXv+htRba7/qTNmpj06lhI5/IksBvrrhR+BPfW1v7dO18/MaBfw6rHTG1MAmLLAQAA3DabEwPw+ogoaR/4e7jEmACA20MTg57o53cMgocIAAAAbhskBjcIPVk896F8iTEBALdHLzFI71o80LtYAADwSCAxAAAAAAAAACAxuBfwLgIA+5An5Mf/aMyt2AkAAOB2QWJwcIovJDa+SMiCwby1P/qSrYzZ/z7BljFVsEhd/RGEaL6yT2bmC6N7KWM5/8XJ5pc+vQ+TH68IfX+m/1l2LTdfBuW5H+RjG6N4lvXl+vm+tyiexYf5fXlr3Lt/AABwDyAxODDyayN9AU+Q4M2/RPL+5e27LIpYWK5CU4Xx5+dPw1/QmR1Tf51FhRjbvAq6LfPxr5xcUQCzbRPz9X1fhM4Om0UgmQQj/cILjfd9ipWMv7y+Ylxek148e/uMXtO6pLoNvxB1JO5dON+7fwAAcA9sTgxU7N3yk7lbQIXQ6Al6T0wRkQAeCactY/qx5PAv7R7PR75eVzBYIamInVn4RxS+D+LUQmIUxUzG+7DYRvEj8cs/obljjlukF8/RPuN10YSN2k7ELK33SrFnefxlT77Lbex+8ffBsq9cu6neJpLsg9hu6zjh1LKE+Nuzk8ft/lxp24ceXf+68233T8eNiHygMX2imNq7hBEcF6wRAMdke2LwJt+I5YAY39zBdmYPdTrAW4e9jBEICSeyPFvG9AdxdGCP5qMxWvOdEyvYovmSAFvFTFXvfV9fz4ocRfrl9vk6WsoplvR6seHtMyVLa5npf6/04jmzz5L43BgvHasQv2rLOpa91/n18xTvXpixs3/rOLTfzF6TelrzekypD+zkPZv72Nc9H7R/RM+/qfl2+hdR+WDn47+znRKfbeMDAAAoqRIDPXzkcF4pDmS9+SvrIdDpt7fOG/tIVAfi+roWL40DPGif6tyBWtRtHHNGsA3ne4X1ZhHZSAAievEk5Alr7KNHx8p73ggrjsVar3+/QnxeGx/P0T7j9st6pthuiJmOVV9bWWT6PZySELeH6rUVyE4/pmdcH9jZiAu1GfnQo+nfhvk8o/qIyge37kUSRrZtuKYBAADUbHrHQG7S+WDactCAbfhYE/YQ5DbLQWhfp/JAQBT1PaG+cUw/VmR3bz7yqWXnJWERMbl3R/EkxMc50SMxqufm8lV06VrbMtv23vHx7O0z+duKx1yn4/WI1rcas7GHJYEx4rQzt9S195yfs64P7Nwg1HvXYYvKv+F8+/2LqHxwMcg+Ufm2sQEAANTsSAzMTXqDuALb4ad26xOw+ICMY+8TCE9LIOwZUw/qlnDgstZ8O4TKueDYhnbWT0lH8SS2v2MQxX8p9zYFZY9A9Y5BZ59JPI1YdK9HeLEpZTSGud7MXn16875cI7LF7Jlob3E7HrO9R/ycdX1gJ9vl7ZTXPR+0f0TPv/F8+/yTcYJ3KLiPWVs+c8ox+PpckgLfFwAAwHZO+/Lx80c+qJAcXAYVAhrvQhAsB2Qs1OUgTWtErCKlWDuDPXS3jlnX570wmo/rr3iYs2BLdtR7NhInPd9TeyYWPBEyZjA/lTtBGZXdK6N4tvZZ3XecyFm2JwblXJUt7rpVe1rrbunt0chOLmexnPul67njg+3vGfrXnW+ff2nOMDGgX+bK/Sr/ue/89QcAAKDN5sQAvD4iEMYH/BYuMSYA4HiI2M5Cu+RY9wCf3ETwOwYbEkEAAABtkBjcIPSk/dwH4SXGBACAU+glBundhwd5Rw0AAK4BEgMAAAAAAAAAEoN7Ae8iALAN/5GaaK9rG1wHY2Y+9gMAAODYIDE4OPwF3SRe4s//8oFs3k4ffclWxux/lnjLmKXAqoVBNF/ZJ+O/WLiHln+juLTo+Veuz5woCn1/Nr/Bb76AyTY/ypePfVyM36P90lujGSjOEP+nIWuAxAAAAG4ZJAYHRn79YyxgSZxmgfT+5e27LHBYWK5CU0Xs5+dPw18nmR1TfylFRRXbvAq6LfPxL4ucKIB78/V86NHzz7fl+Sd8EAGV7cu/qrKUf/k+2c7t6PWJcbkVxN85X+1+0TVK+3XyurEgMTgdJAYAAHD7bE4MVHwpOEwvgxc7LUZiKhKrIkTbwmnLmH4sEQel3eP5yNfzCYrRfEQ7LmXCMOOfMisuZYxoTIn7h2UcGp8E7udvP06L5VtntO8Uv1/qeM5dOxa/dmkvrBT7medb5n+X2xR91/m1r91Prftn9oH+rfv18GOWtp7flmrMBd6vg7i0iPrRfDqPH6OXnCuPcL3cOlgjAI7J9sTgjTkAdzyZA3PMHrJ0uLcOXxmjFkgj4bxlTH9IR4f5aD4RwPF8exjO142LiJJUNvDPiqRZH2T+bF++jpZymoteLza8fSbxu5aZ/veKrgsLww37pVqTdR39+vZoJXU6th0r2bmuS14/qbdj+f6t+2f2fX1NPph92MLvJc8lbKExI2E+ikuLqh+vH+19/TuPIT5InR8HAADA6VSJgR4ecjivmEMgHxqKHibtfnvrvLGPRHVYrq9rgRIfvFH7VOcO26Ju45h8+Bf7Q9azEG6j+c683mP/4rhEzPinsGCaFnNmv6sISrFY6/XvM8fnFpCn2fUatvaLrPkazy+fljbza0xsTwyyOLX7rV5bIYtzX2/77RO8vO9oLLf3LmGL9gnvK65f7zq0VP3cNVYkN3Q9TlxjAAAA9rHpHQN/KMze+MF2ogPYixc6JO3rVB6ImaK+J5w3junHiuzuzUc+tezcS2u+UVwiZvxLbUm0NPy0yBiRfUv5Knp1rW2ZbXvvSNxrcTqzXyS+20S2v7aUvYlBuD9cXd1vvHd66EeD1I9L2DIe83yJQW0blW9bVwAAANvYkRiYG/ikEAL7ILGiT8fiwzOOfUvkKK0De8+YeognMUJ7wgnZ5nyTwmErrXHn4pJjzmUT/im8XhMiXtYyiv9S7mMXlD0C0TsGs/tldh0so/1thXB1LTq7WvNX/cz9s7UnRjy9eV/uFxrT7N9L2DI9potLdH3lfiYRYFvyOASvz5IU4N0CAAC4LKd9+fj5Ix+aSA4ug4oSjXchTpbDMxYycsimNSLWQ7xYO4M9kLeOWdfnvTCaj+vPeND35hv5QIyEi/Qr9zqLpEZdCxmvbsvl3qag7F5J8WdKYUj09kux9jvixcLzTImBv24JHbuws7h/xntiRBkzHcvUX8CW1pjDuHSvL/r1rTyejTe34b71ngAAAHBeNicG4PWRg3m7iOhxiTEBAKchojkL5pL7uF59QhHRStwAAACcFyQGNwg96Tv3IXmJMQEAYEQvMUjvyD3Iu2YAAPDaIDEAAAAAAAAAIDG4F/AuAgCvw8xHYQj/sSBcWwAAAI4GEoODU3xBsPGZYhYc5q321hdivTBR/Bf9UtuJMVPbVFcLJPGh1ycT2XIuej706Pk38j0i9P2Z/qfXtdx8OZNtfrCPUUT7hejFeu/angOxa27tFbL3XInBnvlHXGJMAAAAxweJwYGxPyEY1SskpFRQ05eI377LgoMFU+OXXPiXPhqic3ZM/YUSFTls8zqmJjWfnz8Vv04S0bPlHGyJi6XnX6/OjuER0ZXjkX9xZSn/8n2KFbej1xeMy5Ho7ZfROuxZ23OBxAAAAMC9sDkx0MNbOdfhBkpUCI2eoIt4bAtHXq+gXsaPD/4tY4qoNSKXBYX7eUfXxtOz5VJEcRE7S1HZ82/G9whpF/Vb/l1s+rCIRh5/Eb+fv/3YXYt7JNovW2Ld2vMeasfxXdec+5kxOfmguhU7V9orxJLIqIgWu/JejnwhosRAr/k050Ryw0mQtk/YOLXHVH8V9W80Zovk+zsbG3onTGyo/J1MpFv0+j3S9XKrYI0AOCbbE4M3+eYuB+f4wADbiQ7ZKAkTcRMnZz3xJKIz7rdlTH+4RyKgJY5SfceWS9CKSxJ7NjHo+Dfje4TMb8QbjcOvl3Iaj14vNrx9JoG5lpn+9060X2Zj3dvzHhHGa9yXPjSW7n2xwQt8eR1eA0Wd71fv/SgxsGXq34wffk5La0y/Bz29MVtoXHSdipi5OIgt28YHAABwearEQA+P4mlRcSCvN/+E3Ox7/fbWeWMfieqQXV9boSBl8eEetS/qGjHeOuaMYGuJI67r2HIJenGJ6Pk3K1Y9akPe86t4SrFY6/XvK8bnCET7ZWqfbVzblARwP5kvlTXmo7G5ztgn/c0aGkE9mxio7cV9cGG0lwg/Z1neHjO9MxC8M9Eas0flu1ujIkmhGAbzAgAAeF02vWOgB40evD3BB07Dx5qoxMRyuEbCwYoYX0fQOK26rWPWTwJru3v7pGfLuRnFJaLn34zvEdKujgeXr2JU19qW2bb3TLRfRrHes7ZHTAy22K/4Ocvy8Zjks00YiNaYPSrf3ZrkWFD5trEBAABchx2JgbnxuwMSnBcSD/pULT5049h70WFpCRWu2zGmHv5a5wUVlzXm7NlyCXpxIcSe8glqz78Z3yNkLYN4ULmPXVB270T7YhTr0dpGdBMDtsFcb+a17hMVvCKs1zpzncrf9FS+XuvIXiqb2T8eO6eva4359OZ9uc8onsW+b48ZXSdcvvqbEgEa043Bfi9JAd4tAACAY3Lal4+fP/JhjeTgMqgY0njbJ3906EZCKIsRgxEGvH6NQ3nvmGV93gvFXjEUgupKAmHkA7cZCB7p5wVru66F9Knbcrm3KSi7V0b7pRXrsnxlImY0XysxoHoRtnlMe/1ZW+ULzFkAsxjnumVM3lP1WkeJgb/eZez6eozIcxI2NvGYaa8nYhuj+v51ssSvcc/iNtw3TjgAAAC8PpsTA/D6yGFfH+SncIkxAQCnESY9iWNdr5oY9ER/lBABAAA4DkgMbhD7VPNcXGJMAMDj0EsM0rsPD/LuFwAA3CpIDAAAAAAAAABIDO4FvIsAwOsw8xEawn8sCNcWAACAo4HE4ODYLzm2PlPMgsO8Rd/+ImIpTBT/BcHUdmLM1DbV1QJJfOj1yUS2nIueDz32+Ncj9P2Z/ofYtdx8qZNtfqCPX5T7vRVrrc8x37u250DWbZwYWMjecyUGe+YfcYkxAQAAHB8kBgdGfhVlLHJILOVfbnn/8vZdFhwsmBq//MO/ENIQnbNj6q+eqMhhm9cxVcR9fv4U/jKLpWfLOdgSF8u5/LOI6Mrt8y+1LOVfvk9jcTt6/UCJgYXja3xvXQ971/ZcIDEAAABwL2xODFQMKXg7/DKoIB09QRfx2BaOXlwpMn588G8ZU0StEbksKEq7fRtPz5ZLEcVF7CxF5Tn888gY0ZgS9w+LaKTxSQjzT2F21uKeseJ59nogWnveQ+3kp0ZlzbmfWVtJRPK9rl7ztW5JDFVEy1rmvdzaG1FioD6mOSeSG06CtH3C7q32mOqvov6NxmyRfH9nY0PvhIkNlb8mya7sXBitdW99H/F6uTWwRgAck+2JwZt8c289wQOnEx2yURIm4qYuJ7LgDOpYdMb9toxpD3epr0XASDj3bLkErbgksWcTgzP455H5jXhL19FSTnPR68WGt88kMNcy0/+esQKxiDHHbHw99Pa8R4TxGvd1PN37sqZe4Mvr8Boo6ny/em9EicHeRMjPaWmNKX3ae7Y3ZguNSxL7NmYuDmJLHp+TkQfa5wAAcFSqxMAezIlCGK03/4Tc7Hv99tZ5Yx+J6pBdX1uhIGXx4R61L+oaMd465qnCuWfLJejFJeJyiYHd86t4SrFY6/XvK8bnSLBYXJO0FLM1FtE6bl3blARwP1m/VNZYdxo7J3JaR/3NGhpBPZsYqO3FfXDBtmnh5yzL22NyfKnMJMJl33rMHpXv7lopkhSKoVvb2XUDAABwOTa9Y+Bv4FsFEZgnOiwrMbEcrpFwsCLG1xE0Tqtu65j1k8Da7t4+6dlybkZxiTjVvwgZo27P5asY1bW2ZbbtI2AFeBT3QmjuWNsjJgZb7Ff8nGX5eEzy2SYMRGvMHpXvbk1yLKjcttvvOwAAgPOyIzEwN3R3QILzQuKhfKrmD9049l50WHoids+YevhrnRdUXNaYc6ugPpVeXAixp3yCeop/LWQtg3hQuR87KHsUeP8b33vXw2htI7qJAa+pud7Ma90nKmRFWK91xi75e7E5WOvIXu/vLD4WltaYT2/el/uM9nWx79tjRtcJl6/+pkSAz4dyDPZ7SQp8372+AwAAOC+nffn4+SOLJiQHl0FFqcbbPlGjQzcSQlmMGMyBy+vnDmVl75hlfd4LxV4xFIKqYcu5GfnAbQaCR/rN+9dCxquvGS73NgVl9wwLxBTLMkat62FmbSNo/VqJAdWLsM1j2nW1ay9fYM4COPuwjMl7ql5rFsjuWvP+ydj19RjRiltrzLTXE7GNUX3/Olni17hncRvuWyccp/gOAADgfGxODMDrI4dofZCfwiXGBACcRpj0JI51vWpiEL3LoEQJEQAAgOOAxOAGsU81z8UlxgQAPA69xCC9+/BA734BAMAtgsQAAAAAAAAAgMTgXsC7CADcN/qxonNck/4jSvd6nZ8zZgAA8AggMTg49kuOrc8U8+Fn3qJvfWlwVGfZMmYpMuqPEogPvT6Z0Rd3Z4jmI0Z29rjEmPolzupLtOZLnRz3O/z4RSuerfpqv7iYnLIOjw7tsdcWzrJ+29dtbz8AAAAxSAwOjPwqSls8KSSisrh8//L2XT7kWViuQrNX59kyJv2aiAoLtnkVbSLulrrnT+Evs1hYJJ8ogHvz9ezUNhEzY6Y4Ta6XQmPbn25kkbO81nnS6ztKDGb2RP7FnFwvsYjjcOo6PDpIDAAAACibEwM92BW8RXsZvNhp0RNMBK9Xo75Vt2VMEXFOwC37wtrt23jE1/Md7tF883bGyVI4Jo9hx5xbMyL1NeNq3D8sQo3GIIHLP4XZWYtbpbUnJC7LXngXrFcjDietAycR6/1sSVZUZCY71j1Z7x+ZI/c1yd2Ofj3SvlyxftG1KD+XKmPp/Zn3TxHL9nxRYtCyszdfr19ki87JDxq0fSLHTOdQZvr1YkYU627qe3b2aMVa41HFl+a/w+t6C4/sOwBHZnti8Cbf4PBk7nLMHlByUMcHl4xRH4qjui1j+gMuOghbIjDVL2O05ttDNN+8nXKga1lZ58Z0Y2j/KKYetscIB+rDsSUb17q3z8v6v1nLgjFumdaeILHHsXD1uu9EyJ1nHcK9TNfcRGJgxXS1hjv60esRUXsRzTS++EJj6/WbYrbuH7El26ZYm6IyO29vvl6/yhaOdY6Lj5uld+b0+kl9HTMfB/t6ZGeLXqz9HhCb2jYDAMBrUiUGeiOVA3jFCJN0A0zIDa/Xb2+dN/aRqA6a9XVxwHFZfGhF7efr5sfkg7PYH7KeVmj4g9HCY555vaP5Zuzs0fJBynXfflp8iePqIQGl7VhscZKgsZA4i73nj88RaK7RmpT19kwWp7lszzr0RKb9m+uMPXodFPesBdpLe/upTT10z1q/yiRA5inLjC2NPe8Tg56d4/nifpUtbn19vaUed66f1Ncxa90LqM3IzhZVPxfrImEy+xwAAI7GpncM9AatN9nZmybYjo81UR3gywFjX6fy4DCcqeP6jWPGB3zZrrdPrEA+F9F8M3b2mNnrXhy00LmteBKxs5SvgkXXmts+QGKg+6uMCVHHU/r2xODkOlQCMffzY1h7df2ivbO33wzRNbgnMfDztxKDyM6ZxGBrXKL6sl8ec7afEvl8zcSgtpvK2/YCAMBrsyMxMDc/usFO3DTBPujATk9Qw4Mnjr0/6Gfr9oypB6DW+UOXyxqH6+yhu5Vo3Hk7c8wtM7byek2IeJrbxjLbVn+fgNd9YsxbYxTPXj0J0d59Z3odeI58Tcm48tpeb/I3JSl5ztYce/vNoPvEitwtQl3u19lfJbq2W3b25uv1s3Hh1259fX2znztzWv2UKGZ+3e3roZ38evHR3SOkXz/WHOclKcC7BQCAI3Pal4+fP/JNF8nBZdBDTeNdHG5OXKby9YBKa0SsB3Wvbu+YdX3eC8VeMagfXH/GQ3I0X8tOJTr0p3zQ8kAQeWRNayHD4yzl/heI2OaJcW+FUTyVpiBjGvHT+g3xsv3kS7V5bBa5XLfY4e1x16b0N+J4R78Rkcgl+6m/7G2ZpyyjPZXn8nEmWLA6G1p29ubr9VNbWoKbyHEjcp1do+jMafUjophxOQv33E/rR3ZG9wjbrxdr6VvvXQAAOBKbEwPw+shhVx6Ap3KJMQG4JbwovBYybxaUJfuvydfy5xGZiXWUgAEAwNFAYnCD2Cd05+ISYwJwS9ybkEZicD16sU7vaNzRO38AgPsFiQEAAAAAAAAAicG9gHcRALgu8pR4y3cE8AQfAADAsUFicHCKL941Pm/MgsO8Td37Mh4hY/Y/u7xlTBVIUlcLn2i+sk8m+nLkOajmm3xbf7bfTEyV0Pfn9f8xWP/Wthz3O/wIQite5X5v7SWtl/7X3kt7ETuPkxgczR4AAACvDxKDA+N/mq8FiaX8qxrvX96+y08wWViuQlNF1efnT9Uvgnhmx9Rf/dCnpmzzKmS3zMe/2HFBAcwiaMf4M/3SL5VMrBUhgiy3zb9WQnN9n2Ilcy+v7ygx2LoHbVI0ez1cei/t5WhC/Gj2AAAAeH02JwZ6sCv4qMllUME9euo5Eq5eXBEiRNsCa8uYfiwRG6Xd4/nI18sKlJFPhNiZkx4uG/QTfxfb3/V9tEifKGYy14cl8aL4yc/H1v+3wT0w2hMEJaAp4Zy+HrbtpeJnK5dkRYVyWtd1HGtv2icr3ia1NY27tqnGXOce+UT4+67tU/hg6vI+k/3F9eveLt8BVMb7N/nA+33tt4ypPvvzgG27w/17Lh45LtgTAByT7YnBm3zjlwNpfJiA7UQHcJSEkWBoJWcyRiBcBqJsy5j+4I8Ewmg+GqM137lQu3sCKAk+nxh0+pHAoliMfLTImLltvo6WcoolvV5sePtMInItM/3vgVa8rKgu9hDHbHw9bNlL4V5ehXuaL0gMcn+x1V9fLLqDNbNj+uumh98vRR3b5e20PuR9y3XV3s59Z0hjrrYX87kYSXy2jQ8AAOB1qRIDezAnzAGWDxtlPXQ6/fbWeWMfieoAXl9bESJlDcEQtE917gAv6jaO6QWOrudsYsBjXnm95elrbE8P3499X4VWz0ePxjHveSPkOBZrvf595fhcg5l4lR9ZszHJr6vrYUOsJBEw68ljWlGdRW1kr+71+ppsXHfrmN8tCZ9NPmdIT/hdv9b1R/N7Hzyj+ogqLu56Jzv1b3t9AAAAuA02vWPgD70tYghsw8easIcut1kO3ujpaCRYivqeUN84ph8rsrs3H/nUsvNSiD3bBBFh+2k8srhXxuNKjOp4cPkq8nStbZlte+v09oRihfvM9bB1L9WimubQ9c1/c11gb3RNRHb6us9f9iWmhH6kSP2ufcg2yXztebyPM1RxcTHIcaLybWMDAAB4fXYkBuZQMAe3bwtOh4RO+cTUH8hx7L1g8rRE2Z4xVRi0hAqXteabEIeXoPWOgdiTY+7pvdOwxZeWYONyH7ug7B6YiRfvf+N793rYsZekTx5D1lde2/Hlb0r6yvG9KFa83Uox5oZ759Ob9+WeoL4aB+eDfS3ztefwMSzqeJz6WtBYpESA/SjH4HsFJT+N6wgAAMBxOe3Lx88f+WBEcnAZVHhovK0AoQM5FuoqYgyrSCnWzmAP+a1j1vV5L4zm4/oriYckdJh5MTTTL7ebFHocr7otlztBGZXdMqM9waI6lZcx6l0Pe/eStYe/6G3WONuy2BGsbysx8HbK2Ou7P2Z8ndv395R7kHB2sDjP9Tpea59ZWvGOrgUuX3343FgHbsN929cKAACA47I5MQCvjwiP/oG/lUuMCcAt4YX7tZB5s9AuOdY1ORMjfscgeMAAAADg+CAxuEHoSeO5D95LjAnALfFaicEt0YtRevfhjt7hAgCARwOJAQAAAAAAAACJwb2AdxEAuA7+oz/RNaJtcP2UIC4AAHBskBgcHP2CYu/zxnzYmrfve1/g7NVZtoxZCqX6YwbiQ69PZvRFzL1U8234uEPPv3J95j6GEvr+TP977FpuvvDJcX+gj2b0Yu3jZsVlr+6S0PpsmUvsnNsnt8i9+wcAAPcOEoMDI7820hbvConT/Esk71/evstChYXlKjR7dZ4tY9IvsKg4YptXIaui+fPzp+Ev9vAvmVxQALNg2TF+zz/flv2dmEPEU45H/hUXsvH7FCuxeXl9wbgcCY112ndu/1sRLjGbq7skdt4ZkBgAAAA4MpsTg/IJ6bZDEczjRVKLkeDtidVW3ZYxvQgTYVDaPRJq4utlxcTIJ0LsLJOlGf+UWZEoY0Rjio0flnFofBLG/BOaA7vvhTou5TXA+04TUloXE5deXQ/uR2u+UuxbTkzWuiW5jQSvX/O0h4LxqG0aL1H7m+oaSbunsHNB55R4Lja/MzbZvd2YL6+D7Evfz8dM/e/514sLscWH+Wus9l199mPw/K9wnT3Cdd3ikX0H4MhsTwzemEOQb+b5YAPnY/ZApEO6dVDKGPUhPKrbMqY/UKOD14trD43Rmu9cqN0iPGJbknix4mngnxVXsz6ILdmGfB0t5TQXvV5sePtMQnQtM/3vlSq263rYPZrEZxCTXl2EX4e6zu3zicRAUV/89SXj1uMQdqxWf4/EKI9nX6c9v8bDt23Nl/qtseF+NjHonAE9/6S+9muTD26+Fj3f5W9rM9nUthkAAB6JKjHQG7cIqBVz0OZDQ1kPj06/vXXe2EeiOtjW18WBymXxIRm1n6+bH3MknLnMHcQWHvPK6y1PPGN7PDP+KSxMjYBqoXHMe96IIJ5rrde/rxyf10T2yhqXL58W3/N+43Xjp742PuO6HimZcOs2K3jPlRgkux3R2JbW/qR5/Vx27/bma9mo1H3HcVKiuGzyoXMvsVT9jO/0ukiKaP6J6xYAAB6BTe8Y6IGgN/XZmzTYjo814UUIHWj2dSoPDt+ZOq7fOGb99K22u7dPyKeWLZdC7GmLF8uMf6ktCYxp0VK34/JVIOla2zLb9hGQOMk62b9znaxDr86O10OSRScWC7FazqGcOzHYei3UduZ567j4ung+qYv3se8XXx+1f0oUl00+dO4llqqfmzePQ+VtewEA4NHYkRiYm+2kEAL7INGhT7Ligy6OfUusjOr2jKkHbktQcVnjMJ895M9N6x0DsSfHnMsm/FN4vRp1FlnLYH4q97ELyh4FG0+JmRF25nWvzo7neXrzvow1ra1eb7wX8vUme6YWkKPrwtsgtsVCdHb/WLyd9nUVF75f57at+aRffF16+/0Z0PNP6uu4jH3wdWY+fl1es1w+8J3gtVuSArxbAAAAmdO+fPz8kW/ySA4ugx6iGu/iMF0OuliQyIGY1ohw4iqq2ztmXZ/3QrFXDOoH11/pUE4CgomFy0hkSN9yr7O4atS1kPHqtlzuhFpUds8Ue8bHoljDUpD36lr4Pn79rC38JfBg32xNDIjWnvHXu8w74QeL3twniWHeZ/SrVnWd1MfztfanMjoDetdEKy4jH/YlBm3fuQ33je8FAADwqGxODMDrI4dr++DewyXGBOBe8AL1Wsi8WdyW9K/X17L5CMz43krqAADgkUFicIPQE7tzH2iXGBOAe+EWRTYSg9j39I7GA70TBwAAsyAxAAAAAAAAACAxuBfwLgIAx+bUJ/jS/zwff9Gx9GNJ93qdnzNmAADwCCAxODjFF/0anynmw8+8Ld778h8hY058PnlyzFJk1MInms8LE8V/QfDczMSzhfej8mHyowmh78/mN/jNFyk57nf4kYfRHtwT69GYW5E5z/dRnHOPdy6O8Fn7vbE5akwBAOBWQWJwYOSXOsZChwRR/hWP9y9v3+VDnoXlKjRFOC0i4PlT8cseEbNj6q+MqLBgm1fRtmU+/oWQCwvg2XhG5F+wyf1ZlOywWcSMGSf9OgqN932KlYy/vL6jxGBmT2yN9ZZ9toVzi85zj3cukBgAAABQNicGeggreIv2MqjgHj1B7wkmgtfL1YvwaguoLWP6seSgLu0ez0e+XvZwn4lnEqSNnz788C7wtROnFjJeFDMZ78Mi1MhOSmT4ZzJ3zHF0WnvilFiP9lmEv5/p/uDk15QLeezefVD3mq3n9VTf1n2uP9HZ25NE2pdmLK0jO+SnVJe6Zd+qXcV8HMu1v9vbRJQYVD6Yhwut+Xr9Ilt0zr2x7vXrxYzQ2Pv6np09WrHWeFTxNQ9QbPkj8ci+A3BkticGb/IN7pQnsKDP7AElB3V8cMkYwaE4EFBbxvQHXHQQjuajMVrznYuZeCYx4cQTCRDy1/uhsWARsOE6kH5mnHQdLeUUS3q92PD2ebGX30V4nMTglFiP9pnHr0NcT2tQ1/XugyxYgzWz4/nrZga9tuz1LKKZ5pb40J7W6zfFbJ1H4lP7Q/b6a8GW2Xl78/X6Vba4mO2Nda+f1Ncx83Gwr0d2tujF2u9LsaltMwAAvCZVYqA3UjmAV8wBlm6ACbnh9frtrfPGPhLVQbO+Lg44LosPrah9qnMHVVG3cUwvcHQ9rdAYzneF9Vbbe/GMYP/0qWfHjyyY6jpPsiVhRAnbZ23VsnisWyWK5amx7vVpwSKeYu2SQULWKRZw9RrKvL19peN9tyR80Xwj9NqyY5dJgNhQlmX7o2uT8IlB7ZtAbcbzxf0qW9xa+XpLPe5cP6mvY9a6Z1GbkZ0tqn4u1kXCZPY5AAAcjU3vGOgNWm+yew5iMIePNVEd4MsBY1+n8uAwLOo767Z1zPiAL9v15iOfWnaek5l4etRnK3KEWoiIj22BYhFb6nhw+SpY1DZbZtveOvW+OT3WvX02QpINd33xOgXzuL1k5/V1Ub/PX+aTSEt0De5JDLxt1X2l48NMYtD23dhSrX9ZX/bLY872UyKfr5kY1HZTedteAAB4bXYkBubmRzfYiZsm2Acd2OkJanjwxLEfCt7GYbdnTD0Atc4fulzWmm/y0D0XvXhyGduT23h69oqwnPNF5g7iQeU+dkHZPTBa+z2x3rqfnt68L2NNe9esfbRHonJ/H+R9FqyZ7bfn3unFJrFFqMuctT/Rtd3yoTdfr18VM7dWvr7Zz8Wt1U+JYiZze1vk9dBOfl3fI6RfP9YcZ0oKG/cXAAA4Aqd9+fj5I990tx5wYA491DTexeG2HDz+MOfy9YBKa0SsB3WxdgZ7mG0ds67Pe2E0H9df8ZDsxZPrG4d+WR+IBKYtTjwSr/qa4XInqqKyW2a0J5QtsZ4d01OOSdRrwkI3qC/mdPdBv8+ILKaz7TrGyE5lX2Kw/N3Z80SUGLR86M3X6+d99+tL7Il1rx8RxYzLWbjnflo/sjPtmTAx6Mda+s7fJwAA4DXYnBiA10cOu/IAPJVLjAkAGCOiMgvKkv3XpBe54HLMxDpKwAAA4GggMbhB7BO6c3GJMQEArwcSg+vRi3V6R+OO3vkDANwvSAwAAI/HH/8rL1/9sX83rgMAAAAeFCQGdwLeRQCgwy/9ystXP/vrL0+/+//z8vT0UvL7f/Plq5//1Zev/uRfivu+AvYJNJ78AwAAuBZIDA5O8cW7xueNWTiYt6l7X8br1Vm2jCnCRetqASM+9Ppkoi9HnpvInh7lGpT+eT9mEqnQ92f6X1LXcvPFRo77nX0E4ZS9RMzsp7QOv/jnX57+0N96efrqn+ZE4Hf9o5en3/v3hK9+p0wSbP0f/NsvT3/4P3756ud+Td5dmEwcxJbThLwd4xzjAQAAADMgMTgw/qf5WpBQyr+q8f7l7bssTlmErUKzV+fZMib96ocKMbZ5FbIqqD8/f6p+gcTDv9hxBQGcflVkQ2JgYZ9cwpR8d79g0kKEXm6Xf61kKf/yfRqD29HrO0oM9u4lbd9aP78O3/yN/9fLL/7U381inxKDReh7cf/0y9++vPu1/+blX/zjf2dNFEwC0YLedfh9X8qkgd6R0DGRGAAAALhRNicGKvaqJ3PgrKhIGj1BF/HYFo5eyM7UbRnTi2ERMaXdI8Esvl5e+CSB9S62J4nORrJEWAFKcCxU2FL/TtwUsSOKmcT9wzIHxU9+PvZjdy1unS17qbd+/6O/9F+//NV/6/8hgt2K+J/4bRHwv/jnU1uFkxJa74JPL/8LEvmL2H/6Y//By7/6f/jHL//2X/4nL3/xL/6Tl3/5T/9DGc+O7/iFP/07L3/2z/4O9yH+6r/zj1/+0//0v3z5Vyl5IP7UX6jsUNL+I5ZkukoM2G+tb+9RcDvc63U9wyP7DsCR2Z4YvMmiaPaJNthOJAaiJIyEVSs588Jqtm7LmP6prn/qy2WjxIAFcDzfOSEhyIK7YU8SZk50qU+tNUgCc1LASwyNAE7X0VJOY9DrxYa3zyQM1zLT/17Yupfs+v3Gp//i5V/8md+QRMA95f+D/+z/9+Wn6XsDv/DX01wtxAYR4L7OJoE2Uac+/+dF7P9Pl/Ep6WAbou8uzJA+1vQPX/75P/M7L2/+hb8lY/6Z/2pJKP7hy//6X1oSlF/+luNUJlCxzQAAAMApVImBFUGJ4rCWwzzXi8Dp9dtb5419JFKcU5xKEZXbxII7aj9fNz/mqYkBj3mF9WY77ZP9hj0jOAkwiYO+Y6Cxmdm7qW1CRF6OhR3rOvG5Nlv3kq4fi+bf/Y9Lcb0kBj/9P/7vXv69/9XfeXn6E//R9DoQYkctsus1EmySwmVmLzB/8i+9PP2x717+9//+f/vyZ/8Hi61k7x9YP6ak7Ewifu6n1iTiD/zmy5/93/yTl//j/+w/kXchgndDAAAAgD1sesfAH+anCCzQJxJO9gkmt1nEkn2dyldBFQv/dh3XbxzT74FQ8HX2iT4F9uXnRG33Iq/15dYeLFBXX7yojHyPkHZ1PLh8FbS61rbMtr1ltu8laf+fffrvkkj+l//M77z81X/nt17+d3/mr6zttq8D4fuW5eMxODFc2hXXZWPMJr/8516e/o3/Mn/kiN+J+H++/Ot/8Ycvv/Qz8m7CT/7u/1+RJFTQOw9LAkK/vMTJAnGgX1kCAABwG+xIDMwBbESSbwtOxz6drmLP4qottiNxP6rbM6aKPK3jPeGEbCsxeK3Esm9PjnkEr8nqnxePs2JS2gXzU7mPXVB26+zeS4vYZRH8x/+rRgIRv+4hbWMRb9falj+9eV+uEdlp9kxvzNYe03K1WRIOGaPw50/9BU4i/sbf+EfyjgT94tLsOxD0/Qh912L9xSXiqz/6Ae86AAAAYE778vHzRz7IkRxcBhVKGm8rdEiMxOJKRERaI8IJ2ahu75h1fd4LxV4xFOKnI8IvxdbEgAVisr/sl/qsRPHzSLyC+ancCdGo7JbZu5eYP/LXROC6xID77VgHpbW+/vrTcf1c0f2vOWZjjxH2euEvnReJwaeX78yYVdKjX5gmsf/7fzMnAD/5W3WC0GJpz7+yhCQBAAAels2JAXh9ek/293KJMQE4K/QflC0C9quf+Y24HozR//H5j35I7xjwuwf+15b0P31DkgAAAA8FEoMbhJ4sbnkiOsMlxgTgnLCApcSAPvoS1IMToXccoiSBXq//bwN/9Ih+7QnfYQAAgLsEiQEA4CZ4+j3/QBIDPMW+PJokjL6/8NN/M+4PAADgJkFicCfgXQRw7/D/V/ATvx3WvQb6fYit18jefq/GL/+5/P0FYkkGUsKwJGtcH/UDAABwcyAxODj2C4nRlxwJFhrmC5ztL1PaL3Zmqi8yatuJMVPbVFf/Gov40OuTiWw5Fz0fRkQ+bKm3hL4/m/8LwXwxlW2+oy8f74b+fwASovTZ96B+tAdvAfHhRmynn1jV5IC+tExffo7aAQAAuCmQGBwY/hnECbFJolQFNX2J+O27/CSShWXjl3/4F1IaonN2TP3lFn36aX9iUsTyUvf8qfoVGU/PlnOwJS6WGR/yr9RsSQxyW+lPgnAp//J9mofb0WskBvkXif7Q36rqenvQtz0yN5UYEEsykJKDn/wt/inVsB0AAICbYXNioEJJwUdNLoOKndETdBGPbRHE6xXUy/ixCNkypohaI3JZ3JR2+zaeni2XIopLEvhBwtDyIYm5d30fLdInipnE/cOStFD85OdjP3bX4mH4+V8VAUpffnV1M3vwnKR9slLs9WI/lPfIXr/y3Sxlbj/tIbKT9r1PslL7VrJFyQH9PCqtzZIk4GNF23jk6/rh72kAHJTticGbfGDMPtEG2+kJDAsJ3FZy1hNIIjrjflvG9IIhEhYtUZ3qO7ZcglZcknDbkBiQoKNxRj5aZP7cNl9HSznFkl4vNrx9pmRpLTP9HxH+bPsiPvknNH3dxB68BDqP3Ue6t1LinNa23y/3pTUvyy9BZSfvX5nb72Wxt28X/58JjfUBAABwO1SJgR5axZOr4tBdD5SEHCC9fnvrvLGPRHVwr69rEVKKjrKuFh+prhHjrWOemhj0bLkEvbj0iHxg39ckYntiYPf8KshSLNZ6/fuK8Tkq/D/83kxikEV0uG+CflJe9r0klZ0uZpTw6t92nzf5hb8u7xr8wb8d1wMAALgJNr1joIJGD7QtYghsw8easIc1t1kO7Ej8tISHok+5o7qtY/o9ENnd2yc9W87NKC49aj9lrCKhZcbCTmJUx4PLV4Gra23LbNtH4+kP/B1JDP7IX6vrJvbgJYj2k8x9u4mB2pTtpvIJm+hXiygxWNYprAcAAHAT7EgMzGFCT5ICgQPOA4nD9EQ6PMjj2PsEwtIT6XvGVEGhdf7pLZc15uzZcgl6cSHEnhzzuq5t6xZfZC2DeFC5j11Q9oikxID+Yy1fN7EHL4EX01LmrtNgX0T9pLzsew5ae1rmMokA38vLufl6WZKC4bsFBBIDAAC4C0778vHzRz7gkBxcBhUQGu9CgDSf7MuBn9aIMCKJ169x0O8ds6zPe6HYKwb1o2fLuRn5wG0CETXyoeyLxOBS9BIDrm/swUty7sSA4IcBZ/SjnxjQL17l+eI9PZmoIDEAAIC7YHNiAF4fERbnFT+XGBOAczFKDLZSJhJbuO41cik7fQITMXqHrUB/ThaJAQAA3DRIDG4Qeoo9fWBPcokxATgX504MHp1eYpDetdjyTpX+nOxP/824HgAAwE2AxAAAcHhSYvALfz2sB6/Mz/yGrM/P/npcDwAA4CZAYgAAODzp/zH4uV8L68Hrkn5ONvjVKAAAALcDEgMAwPFZn0hH//MxeH3ofz3mxOBP/YWwHgAAwG2AxAAAcHzwH2gdl1/6FVmbn/ytuB4AAMDNgMQAAHB8fvHPi/j8id+O68FVCL+MjF8k2s0j/wzxo/8EMwBHBYkBAOAmePq9f08+roJfJjoU6fsFP/+rYT0AAIDbAYkBAOA2+LlfkyfTv/8343rwKuD7BQAAcD8gMQAA3Ab0caKf+G0RoX/iL8dtwHXB9wsAAOCuQGIAALgdfvbX8a7BkdD/2AzfLwAAgLsAiQEA4Hb45T/HT6f5XQP8Zv6r8/T7vsha/NEPYT0AAIDbAokBAOC2WERo+vjKL/1K3AZcHvoY0Vf/9OXpn/nvOWEL2wAAALgpkBgAAG4O+ugKJwe/9+9BlL4W+rEufIwIAADuBiQGAIDbg55W/65/JML0p/4ukoNrQ18Ep3cLFvBFcAAAuB+qxOBpOWkBAOD4/HML8lOZT0/0DsIfWojagfPyexbWd2ye/i9rGQDnIxIrAIDrgMQAAHDDUDIgX4CVf5EcXJ7/24LGm5KEqA0A+4nECgDgOiAxAADcOPYJ9v99fR21A6dBcf2/LlCc6Z0aescmagfAaURiBQBwHZAYAADugF9Y0I8V/c21DJwHiu3/aeG/XaD40r//k4WoLQCnE4kVAMB1QGIAALgT7HcOPi7gnYP9UOz+5wuUZFE8FXpHBu8UgMsSiRUAwHVAYgAAuCNItOqTbfoMPETsPBSr/+0CiX+bDPz2wn+48C8tRP0AOC+RWAEAXAckBgCAO4O+gKzfOSBRS2I3agfknQGKz3++YJOBf7xA77rQuwZ45wVcl0isAACuAxIDAMCdQj+lSQKXhC4J3//hQtTuUfnXF/SjVwS900K/OPSvLUTtAbgOkVgBAFwHJAYAgDuGkgF9Gk5JAiULeAIucdCEgN5dQTIAjkMkVgAA1wGJAQDgAaCPy9DHikgI/78XHlkIk++aKP0v1zIAjkMkVgAA1wGJAQDgQaCf3bRfrKUv1D7af4hGPzuqH6+i7w9EbQB4XSKxAgC4DkgMAAAPBj0x118uoncR7v2p+b+yQB8dUp8pMfiLC1FbAF6fSKwAAK5DlRhEjV6Lr7/9/uXzt+/DuiNxLjuffvDNy3c//P7lw5vy76gtIW1+fPEYXXsdZnw/J6f6d6/rsBeNx49WDmnzL/3Ky9Mf/NuLCFnfPfh9X16++mP/btz2Vvjjf+Xlq1/46y9Pf/g/Zn+efrf9YvHKT/1daRf1BwAA8PDU7xi4Q515/iZ3ePPx5bOrnzn4636fXt4G7SxPP3j/8uFL3M6LR2l7PTFp6dkp9XNC17ab7XMNxutg1/XHL9+9q9ttYeT7uWMzXL8de/cSbF2H17LT8vb5oImBsojkp9/1j7Jw/r1/7zYShF/+c2wnJwGLzU9f/dMyAVB+8rckGfjZX3/56hf/fDwWAAAAsNJIDLKgEFGkYnWf+H5694mFyh7BSH0jYeHF4V7bzkXLTq6bFLK23WyfazG9DquIPiU5GPl+idg0/Tth716C2XU4CodPDJSf/1UR0Sqoj5gg/Mm/9PLVz/zGy9Pv+Qel+Cf+mf/+5en3/yYnCvSuAd4VAAAAsIdxYsCvRRjtER8i2MfiID2VNe9OcHnjKam3xScG9LEL+/TUCju1KdWvc2bfxWdbNzdmbScJI9tH8InXWv78KfmU/HuX6zWG/gm2tUM+bvJR7F9sV5u1jfchjdmZT+rn1oHgOVJM41indlq+oDZWa2vE+TCea1ulGtP4Z22J/FPbW3u3tw7E3li34iJ959ch1bnkRuzObVt2UnlrL43iqUSJwZ49IbbE63BW6KM49iM4P/Hb/JGjr/7oh7j9JaF3Bf7IX5OPPNmkxSQC/E7An/jLcf8L8HVQBvbzyPHEXgLgmIwTAxYVsfDyQihCxhu3bSUGXLfMWYuLUgiJ2JDX3gePFSsqUrLYId+kL9u02jMak4js5HJna1meYyOxtT4stnz5yDdQvw7SP9uuZSKsqJ30J3usqPr6TbbPjjk1X+Bf5Bv3XcfpxzqOpx3TjhXVF/2c4LWvK/9cW27v/NM+w70brAOxJ9ZSF8dF8XZyWSMmqZ7noPp8nWhdy87eXpqJJxElBnv2BCH21ONdBBLk9BEdL8b/wN/huq/+1F+I+50CfdSHEpM/9Lfi7wcsZfSOwTUTAQAAAI/FxHcMYrGhB7oXjx4dbySuekSCQcqybWJPfk3ig+13iUbtn5DFTuwv0RpTiezM5fW4VoT5dr6PCC8fg1qQlsJN2tvEQMqt79Jmbr48ZllW+sZ+sWD0cwlqS3+Nvn/57nkRglGiGMzJ5WlebedFp/FvrbMi0/snr8d7N1oHKZf+2fe5WO/ZZ/VctYBuCeuWnb29VPkQxJOwSYC0q+0ktM3Id6Llx0Ugsf5zvyYf0/FCnaDkYUkW+CM89NEjyy/9Sh6HPgZk6yjxoO8H/NTfrRMQhd4loETk538V3w8AAABwFYbvGPRoCSKLtukd9DNYcUvEwqS224sIFSaRzbO+94SJt5PwtqbyKycGUpbb2zFn5rPj62vfj2Bxt6y3n6+Fj6f2+7wkejY+SjQnl+9IDLxt1r/ZvRuN5X3fG+vZfdaKiUXHs/707NQ5pE1UNo5nKzHw7Tw93+W6WfyYGOeskNCn7yLQE30S8/QOQiTo90BfHqYxf/pvyjsSSAQAAAC8ApsSA6r7sOOQ14M8OuQVESRtEcZzBaJPx+T+6WMN71M7rqP5zbgsXM1YqV3P98GYqdzZmcoiIbv6rPETMSTtfJ9IPEZibJOY43WRNjPzcTm1K9YhGjO/bsa6E087prUxtXVzpnK22fuwjsN9cqy8nWkM7x+3G+zdZmJgbDF+VHUm1nv3mR/Tw+Nwe2pn4tCxc7yXxvH0iYGWbd0ThFwf7XvEq0DJAr0D8LO/Lu8A0LsHJPBH0PcW6GNB1BdJAAAAgIOwOTEgMaBP6wgrhnqI+LF9SxGR6juHPgmDQnwVY3qhpeVE6Y8KuVwv4qXr+2BMi7eTYDEU9E1iZ0G+6Cl+iC3ep9gPO1cp3KS9lml9suP54xoHajeeT7H+1XvCrWsr1p14et/VZutnK54iUHNdaecSB2OLXyPF+kfUtsY++vH2xLoXF09/HQSqt2Kf264x0r4tOz8s5a29NBvPKDHYsyd0XjsOAAAAAM5LlRhEjY4Ci5HgSePRuBU793KL/qmQtYK+BfbZmC3xBAAAAMBtcFOJAXErTw7v/Qnnrfm3Vchin/VBYgAAAADcHzeXGAAAAAAAAADOz6ETg0d7amufws48kZU29We4z8211+HaT6NP9e9e12EvGg/7/YGoHQAAAACORePLx/YLgAvmC8H1FwTnDv4tX6pU5EuKcTsvHqXt63y0oWen1M8JXdtuts81GK+DXdf2l3pnGfl+7tgM12/H3r0EW9fhtey0RF8+BgAAAMAxaSQGWVCIKFKxuk98+19B2QL1jYSFF4d7bTsXLTu5blLI2nazfa7F9DqsIvqU5GDk+yVi0/TvhL17CWbX4SggMQAAAABuh3FiwK9FGO0RHyLYx+IgPZV1P1faekrqbfGJAX3swj49tcJObUr165zZd/HZ1s2NWdtZ/qym4hOvtfz5U/Ip+fcu12sM/RNsa4d83IR+9pTG+ybZrG28D2nMznxSP7cOBM+RYhrHOrXT8gW1sVpbI86H8VzbKtWYxj9rS+Sf2t7au711IPbGuhUX6Tu/DqnOJTdid27bspPKW3tpFE9l6udKJ/aE2BKvA7ge9/pLa6/FI8cTewmAYzJODFhUxMLLC6EIGW/ctpUYcN0yZy0uSiEkYkNeex88VqyoSMlih3yTvmzTas9oTCKyk8udrWV5jo3E1vqw2LL+HKVfB+mfbdcyEVbUTvqTPVZUff0m22fHnJov8C/yjfuu4/RjHcfTjmnHiuqLfk7w2teVf64tt3f+aZ/h3g3WgdgTa6mL46J4O7msEZNUz3NQfb5OtK5lZ28vzcSTiBKDPXuCEHvq8QAAAABwHia+YxCLDT3QvXj06HgjcdUjEgxSlm0Te/JrEh9sv0s0av+ELHZif4nWmEpkZy6vx7UizLfzfUR4+RjUgrQUbtLeJgZSbn2XNnPz5THLstI39osFo59LUFv6a/T9y3fPixCMEsVgTi5P82o7LzqNf2udFZneP3k93rvROki59M++z8V6zz6r56oFdEtYt+zs7aXKhyCehE0CpF1tJ6FtRr4TLT8AAAAAcBrDdwx6tASRRdv0DvoZrLglYmFS2+1FhAqTyOZZ33vCxNtJeFtT+ZUTAynL7e2YM/PZ8fW170ewuFvW28/XwsdT+31eEj0bHyWak8t3JAbeNuvf7N6NxvK+74317D5rxcSi41l/enbqHNImKhvHs5UY+Haenu9y3Sx+TIwDAAAAgHk2JQZU92HHIa8HeXTIKyJI2iKM5wpEn47J/dPHGt6ndlxH85txWbiasVK7nu+DMVO5szOVRUJ29VnjJ2JI2vk+kXiMxNgmMcfrIm1m5uNyalesQzRmft2MdSeedkxrY2rr5kzlbLP3YR2H++RYeTvTGN4/bjfYu83EwNhi/KjqTKz37jM/pofH4fbUzsShY+d4L43j6RMDLdu6Jwi5Ptr3CAAAAACcxubEgMSAPq0jrBjqIeLH9i1FRKrvHPokDArxVYzphZaWE6U/KuRyvYiXru+DMS3eToLFUNA3iZ0F+aKn+CG2eJ9iP+xcpXCT9lqm9cmO549rHKjdeD7F+lfvCbeurVh34ul9V5utn614ikDNdaWdSxyMLX6NFOsfUdsa++jH2xPrXlw8/XUQqN6KfW67xkj7tuz8sJS39tJsPKPEYM+e0HntOAAAAAA4L1ViEDU6CixGgieNR+NW7NzLLfqnQtYK+hbYZ2O2xBMAAAAAt8FNJQbErTw5vPcnnLfm31Yhi33WB4kBAAAAcH/cXGIAAAAAAAAAOD+HTgwe7amtfQo780RW2tSf4T43116Haz+NPtW/e12HvWg87PcHonYAAAAAOBaNLx/bLwAumC8E118QnDv4t3ypUpEvKcbtvHiUtq/z0YaenVI/J3Rtu9k+12C8DnZd21/qnWXk+7ljM1y/HXv3Emxdh9ey0xJ9+RgAAAAAx6SRGGRBIaJIxeo+8e1/BWUL1DcSFl4c7rXtXLTs5LpJIWvbzfa5FtPrsIroU5KDke+XiE3TvxP27iWYXYejgMQAAAAAuB3GiQG/FmG0R3yIYB+Lg/RU1v1caespqbfFJwb0sQv79NQKO7Up1a9zZt/FZ1s3N2ZtZ/mzmopPvNby50/Jp+Tfu1yvMfRPsK0d8nET+tlTGu+bZLO28T6kMTvzSf3cOhA8R4ppHOvUTssX1MZqbY04H8ZzbatUYxr/rC2Rf2p7a+/21oHYG+tWXKTv/DqkOpfciN25bctOKm/tpVE8lamfK53YE2JLvA7getzrL629Fo8cT+wlAI7JODFgURELLy+EImS8cdtWYsB1y5y1uCiFkIgNee198FixoiIlix3yTfqyTas9ozGJyE4ud7aW5Tk2Elvrw2LL+nOUfh2kf7Zdy0RYUTvpT/ZYUfX1m2yfHXNqvsC/yDfuu47Tj3UcTzumHSuqL/o5wWtfV/65ttze+ad9hns3WAdiT6ylLo6L4u3kskZMUj3PQfX5OtG6lp29vTQTTyJKDPbsCULsqccDAAAAwHmY+I5BLDb0QPfi0aPjjcRVj0gwSFm2TezJr0l8sP0u0aj9E7LYif0lWmMqkZ25vB7XijDfzvcR4eVjUAvSUrhJe5sYSLn1XdrMzZfHLMtK39gvFox+LkFt6a/R9y/fPS9CMEoUgzm5PM2r7bzoNP6tdVZkev/k9XjvRusg5dI/+z4X6z37rJ6rFtAtYd2ys7eXKh+CeBI2CZB2tZ2Ethn5TrT8AAAAAMBpDN8x6NESRBZt0zvoZ7DiloiFSW23FxEqTCKbZ33vCRNvJ+FtTeVXTgykLLe3Y87MZ8fX174fweJuWW8/XwsfT+33eUn0bHyUaE4u35EYeNusf7N7NxrL+7431rP7rBUTi45n/enZqXNIm6hsHM9WYuDbeXq+y3Wz+DExDgAAAADm2ZQYUN2HHYe8HuTRIa+IIGmLMJ4rEH06JvdPH2t4n9pxHc1vxmXhasZK7Xq+D8ZM5c7OVBYJ2dVnjZ+IIWnn+0TiMRJjm8Qcr4u0mZmPy6ldsQ7RmPl1M9adeNoxrY2prZszlbPN3od1HO6TY+XtTGN4/7jdYO82EwNji/GjqjOx3rvP/JgeHofbUzsTh46d4700jqdPDLRs654g5Ppo3yMAAAAAcBqbEwMSA/q0jrBiqIeIH9u3FBGpvnPokzAoxFcxphdaWk6U/qiQy/UiXrq+D8a0eDsJFkNB3yR2FuSLnuKH2OJ9iv2wc5XCTdprmdYnO54/rnGgduP5FOtfvSfcurZi3Ymn911ttn624ikCNdeVdi5xMLb4NVKsf0Rta+yjH29PrHtx8fTXQaB6K/a57Roj7duy88NS3tpLs/GMEoM9e0LnteMAAAAA4LxUiUHU6CiwGAmeNB6NW7FzL7fonwpZK+hbYJ+N2RJPAAAAANwGN5UYELfy5PDen3Demn9bhSz2WR8kBgAAAMD9cXOJAQAAAAAAAOD8HDoxeLSntvYp7MwTWWlTf4b73Fx7Ha79NPpU/+51Hfai8bDfH4jaAQAAAOBYNL58bL8AuGC+EFx/QXDu4N/ypUpFvqQYt/PiUdq+zkcbenZK/ZzQte1m+1yD8TrYdW1/qXeWke/njs1w/Xbs3UuwdR1ey05L9OVjAAAAAByTRmKQBYWIIhWr+8S3/xWULVDfSFh4cbjXtnPRspPrJoWsbTfb51pMr8Mqok9JDka+XyI2Tf9O2LuXYHYdjgISAwAAAOB2GCcG/FqE0R7xIYJ9LA7SU1n3c6Wtp6TeFp8Y0Mcu7NNTK+zUplS/zpl9F59t3dyYtZ3lz2oqPvFay58/JZ+Sf+9yvcbQP8G2dsjHTehnT2m8b5LN2sb7kMbszCf1c+tA8BwppnGsUzstX1Abq7U14nwYz7WtUo1p/LO2RP6p7a2921sHYm+sW3GRvvPrkOpcciN257YtO6m8tZdG8VSmfq50Yk+ILfE6gOtxr7+09lo8cjyxlwA4JuPEgEVFLLy8EIqQ8cZtW4kB1y1z1uKiFEIiNuS198FjxYqKlCx2yDfpyzat9ozGJCI7udzZWpbn2EhsrQ+LLevPUfp1kP7Zdi0TYUXtpD/ZY0XV12+yfXbMqfkC/yLfuO86Tj/WcTztmHasqL7o5wSvfV3559pye+ef9hnu3WAdiD2xlro4Loq3k8saMUn1PAfV5+tE61p29vbSTDyJKDHYsycIsaceDwAAAADnYeI7BrHY0APdi0ePjjcSVz0iwSBl2TaxJ78m8cH2u0Sj9k/IYif2l2iNqUR25vJ6XCvCfDvfR4SXj0EtSEvhJu1tYiDl1ndpMzdfHrMsK31jv1gw+rkEtaW/Rt+/fPe8CMEoUQzm5PI0r7bzotP4t9ZZken9k9fjvRutg5RL/+z7XKz37LN6rlpAt4R1y87eXqp8COJJ2CRA2tV2Etpm5DvR8gMAAAAApzF8x6BHSxBZtE3voJ/BilsiFia13V5EqDCJbJ71vSdMvJ2EtzWVXzkxkLLc3o45M58dX1/7fgSLu2W9/XwtfDy13+cl0bPxUaI5uXxHYuBts/7N7t1oLO/73ljP7rNWTCw6nvWnZ6fOIW2isnE8W4mBb+fp+S7XzeLHxDgAAAAAmGdTYkB1H3Yc8nqQR4e8IoKkLcJ4rkD06ZjcP32s4X1qx3U0vxmXhasZK7Xr+T4YM5U7O1NZJGRXnzV+Ioakne8TicdIjG0Sc7wu0mZmPi6ndsU6RGPm181Yd+Jpx7Q2prZuzlTONnsf1nG4T46VtzON4f3jdoO920wMjC3Gj6rOxHrvPvNjengcbk/tTBw6do730jiePjHQsq17gpDro32PAAAAAMBpbE4MSAzo0zrCiqEeIn5s31JEpPrOoU/CoBBfxZheaGk5UfqjQi7Xi3jp+j4Y0+LtJFgMBX2T2FmQL3qKH2KL9yn2w85VCjdpr2Van+x4/rjGgdqN51Osf/WecOvainUnnt53tdn62YqnCNRcV9q5xMHY4tdIsf4Rta2xj368PbHuxcXTXweB6q3Y57ZrjLRvy84PS3lrL83GM0oM9uwJndeOAwAAAIDzUiUGUaOjwGIkeNJ4NG7Fzr3con8qZK2gb4F9NmZLPAEAAABwG9xUYkDcypPDe3/CeWv+bRWy2Gd9kBgAAAAA98fNJQYAAAAAAACA83PoxODRntrap7AzT2SlTf0Z7nNz7XW49tPoU/2713XYi8bDfn8ganc0rr3viFtZUwAAAI9B48vH9guAC+YLwfUXBOcO/i1fqlTkS4pxO3+IS9vrHupKz06pnxMctt1riJQW43Ww69r+Uu8sI9/PHZvh+u3Yu5dg6zq8lp2W6MvHR+Xa1xzPd8ffRQIAAHB7NBKDLChEFKlY3Se+/a+gbIH6RsLCH+J7bTsXLTu5blJw2Hazfa7F9DqsIvqU5GDk+yVi0/TvhL17CWbX4SggMWhD7xYcZV8BAAAAxDgx4NcijPYcnCLYx+IgPZV1P1faekrqbfGJAR269umpPYDVplS/zpl9F59t3dyYtZ3lz2oqPvFay58/JZ+Sf+9yvcbQP8G2dshHE+hnT2m8b5LN2sb7kMbszCf1c+tA8BwppnGsUzstX1Abq7U14nwYz7WtUo1p/LO2RP6p7a2921sHYm+sW3GRvvPrkOpcciN257YtO6m8tZdG8VSmfq50Yk+ILfE6jKjmM+O2rj8/xrnh+N3guwV4d+O8PHI8sZcAOCbjxIBFRSy8rGBpIeON26YDOhAXNGctLkohJIe/vPY+eKxYUdGQxQ75Jn3ZptWe0ZhEZCeXO1vLciNSOLbWh8WWVTz4dZD+2XYtE2FF7aQ/2WNF1ddvsn12zKn5Av8i37jvOk4/1nE87Zh2rKi+6OcEr31d+efacnvnn/YZ7t1gHYg9sZa6OC6Kt5PLGjFJ9TwH1efrROtadvb20kw8iSgx2LMnCLGnHm8Ezef3EKE+6LrlGJXtLoG9JgEAAICjMPEdg/ig1APdi0ePP3z3EAkGKcu2iT35NYsBst8lGrV/QhY7bWHQGlOJ7Mzl9bhWhPl2vo8ILx+DWpCWwk3aWxEi5dZ3aTM3Xx6zLCt9Y79YiPm5BLWlv0bfv3z3vAjBKFEM5uTyNK+286LT+LfWWXHm/ZPX470brYOUS//s+1ys9+yzeq5aQLeEdcvO3l6qfAjiSZAvtiyyk9A2I9+Jlh8ROl+0hr3rz7c9JzaeUT0AAADwWgzfMejREkQWbdM76Gew4pbwh7jMU9vtRURXKEz63hMm3k7C25rKr5wYSFlub8ecmc+Or699P4LF3bLefr4WPp7a7/OS6Nn4KNGcXL4jMfC2Wf9m9240lvd9b6xn91krJhYdz/rTs1PnkDZR2TiercTAt/P0fJfrZvFjYpzefK+WGCzzRn4BAAAAr82mxIDqPuw45PUg7x2GIkjaIoznCkSfjsn91/qnN+9TO66j+c24LFzNWKldz/fBmKnc2ZnKAsGhPmv8RAxJO98nEo+RGNsk5owwmpmPy6ldsQ7RmPl1M9adeNoxrY2prZszlbPN3od1HO6TY+XtTGN4/7jdYO82EwNji/GjqjOx3rvP/JgeHofbUzsTh46d4700jqdPDLRs654g5Ppo3yNatOejuGcfZPx2DC3aN1ybXh3vlXI/AwAAAEdhc2JAYkCf1hFWDPVIh2WiPIB7h6lCB3chvooxjbip5ir9USGX60W8dH0fjGnxdhIsToK+SewsyBc9xQ+xxfsU+2HnovFaYk7rkx3PH9c4ULvxfIr1r94Tbl1bse7E0/uuNls/W/EUgZrrSjuXOBhb/Bop1j+itjX20Y+3J9a9uHj66yBQvRX73HaNkfZt2flhKW/tpdl4RonBnj2h89pxZmnNR3XWd3v9+TE8ydaticES+71+AAAAAJemSgyiRkeBxUjw5O9o3Iqde7lF/1TITok+7LMhW+IJBElQ2okeAAAA8NrcVGJAnPLk8Jrcip17uTX/tgpZ7LM+SAy2c+/3BAAAALfPzSUGAAAAAAAAgPNz6MTg0Z7a2qewM09kpU39Ge5zc+11uPbT6FP9u9Y6XJt7X/cej+w7AACAx6Xx5eP8JT3GfImu/oLgnCDa8qVKpfeZXH+QStvXOVhHnx2ePfRtuyMJhfE62HVtf6l3lpHv547NcP127N2jcZnrz4630PnhAEtr/c69rkrzi+qRDwv8he3BntjLtX0HAAAAttBIDMzhyYJCDiw5LLcfXv5XULbQ+hUPf5Dute1c9H5tZPbQt+2OJhSm12EVoKckByPfLxGbpn8n7N2jcIoP/XWP7xO+rae1fhdZ1+W+8PZdtp+ThEYCwz6YL3O3fD+Fa/oOAAAAbGWcGPBrfYq2/fASwT5+VyE90XSHduvJnbfFJwb0UQB9AuhFkdqU6tc5s+/is62bG7O2s3xaqXhBtZY/f0o+Jf/e5XqNYdFnwdohH4Ggn12k8b5JNmsb70MaszOf1M+tA8FzpJjGsU7ttHxBbazW1gjbYTzXtko1pvHP2hL5p7a39m5vHYi9sW7FhcpbtrQY+aDsu/5M3Pk12RrPx+uyiO4PnfUbxWXL2rb85dgGv+QkfuY9l8tavtd7qRXro/juUXvTuHrNrnOlOXhv5Ni0+oHt3NIvu52bR/YdgCMzTgz4kPCv5UDwQihCxhu3bQkTrlvmrA5bPRCLw0peex889rfV9ZAj+9TWdFiTTXpYDsYkIju53NlalpsDmGNrfVhsWUWMXwfpn23XMhGV1E76kz1WUH79Jttnx5yaL/Av8o37ruP0Yx3H045px4rqi35ewJjXlX+uLbd3/mmf4d4N1oHYE2upi+NCaNLg16HFtA+7rr9sZ+EDj2XqzLWZ+wbr14vLlrU1/aLxo1hEPrbKq/msLQf1PaJ1bfJrHofmKO0f9QMAAHDbTHzHoD7EuON6IIwOIR3vlINDxijnkTJzWLoDOD1ZdkKn9k+gg86P6WmNqUR25vJ6XH+I23a+jxcc0r4+lDUJsLbYxEDKre/SZm6+PGZZVvrGfrFQ8XMJakt/jb5/+e55EcGRUA3m5PI0r7bL8an8W+vUFimjNtk/eT3eu9E6SLn0z77PxXq0z4jZBGHWhx4+LrnM+lauRyEeaV2ML97/VrmNy6a1be7dOA5cZ8au6sKxzHxuLx3N9wjpZ9dPsPsp2mMz/QAAANwuw3cMerQEkUXb9ETODFbcEtWByPPUdvvDTQ+2pkCY8L0nyrydhLc1ldOBb+az7Sr/QrFTx1/nt76UZbl9IT4m5rPj62vfj2Bhu6y3n6+Fj6f2+7wkelHiGc3J5VsEVGPvWv9m9240lvd9b6xb+0z2joiyXnxnfRgRr3ttc6pPPtH85Vo1168Tl1PEcWutFdqvvRiO9rwf/0i+t5B+Y795j1WJTb8fAACA22VTYkB1H6oDcnxIqIiJBI4iB1pbwPBcweGYRBz1X+uf3rxP7biO5jfjsnA1Y6V2Pd8HY6ZyZ2cqi8TA6rPGTw5iaef7RAd+JHhUxFhfyjIzJq+LtJmZj8upXbEO0Zj5dTPWnXjaMa2Nqa2bM5Wzzd6HdRzuk2Pl7UxjeP+43WDvBusQx2Uc69E+i8TaiCkf2IYt1x/5UO8PCz85p+TOjen9b5WXcRmtbdyPXrMdDd9924jY9/5eOorv8jpe19a1SbBPXFf6SvT6AQAAuG02JwZ0SLAwWbEHRo90QCXKw7F3gCkkigrxVYzpD0ctJ0p/VMjlehEOXd8HY1q8nQQfpkHfJPQW5EvDcwc+l21MDLQ+2fH8cY0DtRvPp1j/6j3h1rUV6048ve9qs/WzFU8VwUpp5xIHY4tfI8X6R9S2xj768fbEuhcXGq8lcEcMfdD6yevP7i/fTpExy3mUaP38utu48OvB2obx5Do714IRtbxGHZ+V2vf+XjqC7/n10ifwsXlt8lz13HnOuJ8dGwAAwG1SJQZRo6PAh+ANPKm6FTv3cov+eQHV497Xby9b40IC+F4Eo/V9Zi/dk+8AAAAeh5tKDIhTnppek1uxcy+35t+WxIC49/Xby0xc0hPxO0uu1PfeXrpX3wEAADwGN5cYAAAAAAAAAM7PVRKDrU9rQY3/nC94fS65r1ufKQfgFjn1/kXv1uTrAWfJkZi5D0qby3y87jXPRvVL96b1r2dX+u5P0O+IXHL9wPFofPk4b1hm4st5ROsG0Sq/JNEX/KJ2ltD3hdkbjhxe9VynHmriy5wPxD35HlHaWo9ZztmyKZdXvjc+BhL36/vUikuPmXFb7JmvRbQnrnH4Rj5Etsza07seynFbeymOp9TF4+7hFDtHRH6c5T7hrpWenalu8jyxkP12raOx2B9jjxdfhAqbuu709Rsxta/3xDOo61Hu27Lf/j2xfU8Sp/QlxN5sZxXPK/lBkC1eOCd7Onue1uMeBfe59xm4Ho3EwFxofAOdu1haF9apF9xW6Fcz3r7LFxpvwh2HEfs+8VlhvQA+P39aYtXf5Nx2YkyFnzpsaX9HvkfoL6KkA97FR57StO3IgsDscdqfA7ua/Rr7ektcPP4anOGU+Vp4/zQGl0oOtvgwuz9710NvL41sGe2zrey1U9v3iPfuvvtE71pRO3V/RDGSPbV9D9F6VInBl0VQreOn16ttYkt8bYpd10lyid5emolntO6n7gmFbTNj7t4TO8/3k/p2fJY9v+36PMUWguKl62GRcdv7jdYg6ndPnGOfgesxTgzSpi5vRGmA9eL8QIu7tCsxN2264N7pAVWOozdqJR0sg36z2E0Z1Uf0DpYWMzej1s0jQm/+/obC/rgLqTXu0X1PosX5w3ava27X3c9jb7qteCnlfnJjdGLU7ef2p/ejFZfIP7Xflgt5LVpxUWbWYZbkn9kHdu9V9hrfI19a6+IZ+bBnfyr2eujtJW0f2TLaZ+dgn53lGuS29d712Pm0LBqTx2tcKzKXtTOOk91Ds1Cfwt/VDjp3qJzOEP65Z42Z+u32iNoU3StHRHZvup+He6kTz866z+yJGXr2R3siIsU6uA+mPbRi7aO5tTzT3qOW0TXYjLWzU30f2aLzpbpg/w5j2djzVLdlP55TL4lf0XWyjEVr31m/LfOdY5+B6zFODHgTyuv6ZlRuqrRRok1GG0dv2tWYZgzzutfPjt9Dx9h6w5SDZv5iJaKbEZebm8qmG0A3nnYdytdlu2P7Lv2WenfT/PpNblvsF/rb3ER0fBo7xatxo6KbE8XC26pxovbR/hr20/3J9eV6teLS8o9fN9aT6PXjssZ8e0jxtP6Y+Nubva6D7jWqs+u0hZEPZMPW/UnoeqmNvb2U+gS2pLhsOIC3sN/OxZZAuEZ71+LnS+XBmNo2ula8Xdo/HnfbHiXxYMdhOygmFJvFvrfPtE/XMm1DdautKZYNX2eQvtlu/3pE5Hc3np11n9kTLbRtb99uiVPyYbVH/HT3jXXOai9w37LtDKN+3Virnbw//HrGY/budVEbT2/Pb0kMfGzt65F/Lcp7hPm7uO5rn8fxPO8+A9dj4jsG5YVSXCC0EapDo76wfLm9SFo3ON6cnX46do+9m477GZtmmbGP4ucP7xateBJ2HaKnEffhu92H/f1CsUh99EZlYmD3as9WjqWp6/WT8c3+NLbQ66hPKm/4l+ti+3r9uH5iHWbx/nFZir+3Q7DrsPdm3/OBx96zPwObensptQlsSWsQ7DNts5e9dkbM7PlTbPfXCiHzrPvhy6dlreqx9+zRZmJQrIWWlX01XmLrfn+J0X23x8jv8N7TWPe9e8IT3ZO37glpP7gPrmXVXnB9Zxn1a1+3xk7XpjWmlK972uBjbfeGp7f2tO6z69Zad4rryL8WOj+N/R193G3929oUrd+W+c6xz8D1GL5jUHVIi08bpbyI/EZpldsNdImNTrRuRDPQJt7Tb8Y+9nfahzieXNddh9v2XfzOdhT7xc1j2/p+hNysv+F4+Bt79IU9GV/KNY6tftX+DOIexaXnX66v4zTq1yrbi/eP0Bu8t8XSq5uh58Oe/dm6HuK4l+3CGAftZJ/NHe4tTrHTM9q7tk1vnB5iV7k/inq2s67vrW+LdmKQY2/LbF9pr76ucdkg6C3Zdhqn7XvEyG8fT9/ernuvTsebwd+T9+wJv87RGK1xfd9ZRv2iWFd2hjGsx5TycUx694DIHuW1EwMec7ke3i5JASfOy/hvv/1UxCFe0/n5zrHPwPXYnBgQfAEsN8U4A2xdWPEGkr99nbzeu9GJ8UUaHw69OXr9cv04dvbC7jG6eFrrcEu+R+NW625uKhoT9c/fKHmOdazmfuzY6p/aWXw/GT+vj9hZzhfN1fMv19c2jPpxWcc3aT9/M47ny697e7lXN6LlQ8+3Hq3rYbSXuKwx52ifbY01cbqd5XVkifxozaeMxuxdK0RrD3C/xpgteolBVEZ/fzC+yRrJeuja9HzvwXGLzr8da2Dx8eyt+8yemMGv0WhPRNjY8muOr7seVnv99SB9y7YztMZL9UGs/Vy+Tc+W1l629GLX2/NUNxtzsdn7IK9H/rXgfst+li/uU1zlnYMydnW8t8x3jn0GrseuxMBvTgtvALo5MjLOaAPpjVpJN5hTNroZjzGbUsZZyoILtXcBt/rJDd3MtaJ+RDGx/Xv0bvgat/pitfMtHNj3qXGfP/JNqdxPa50bU29g2tfGJrXhOXO/ZAMT7+vczvRjO+gmWs83isvYv9IvpdXvw2A+ItovPeq9VMbGx5pIQqVT12IqZo392WJ4PTT20siW0T47PdYLE3am/o3rqKz3e1fHW3H3mWjM0bVSxC24b+m8s3FRaFzbh8fx9pqyyL+if+EH0b7uPa21ba1Bby+N4ln6Ua57r65H654cxSxaQ4/0i++DuU0tLJW952N0NoY+rGNKXY6xxL6crx2b8f2M+kb3OLUp8p2g/bFFJOv+U3TcGf8i1De1gfdrFdd6/UbznXufgetRJQZRI0/rAgCXQS6w8QUOwAj5kmZcB84LYl2igmDP2eETAwCIo5+NM3t+a2IAwKXZlBikDBDZ3dXZ+gQSAA/voY1P3ME+EOuSU+9f5VN3JFwgc9SzsWdX+U4RHrSCY7HrHQMAAAAAAADAfXH4xCB/3q38HJz/fNss/vNtWzL1li2ncIkxL8XWjwLsXSPi3mIdxWJrPEccaS+1bJm5/s4dl0twSqz1SaLySO8C7l3bW4nZLexdAADoUSUGdMjZG3CCD8F4kEvCB/D6lrz9boPcgE97S3nrdyVatpzCJcY8CqM16tXfW6y37Ne9e/tIe2nGllve73tjfY771qNxpJhh/QAA907zHYPZb7RfGnpSpIcuHcD6pOgcN+itwqRlyylcYsyjMFqjXv29xXrLft27t4+0l2ZsoXJtc2vsjbWsLX5IYAtHitneaxMAAG6F6cTA/6RVarcckPJuwnrDfGe+VLM+UbP90zsQpm4P6QZt5rO2zcznhUk05ql2nkLlw4IKEI57VN7wYW79aL3p39yP27gvSnkRVNTT7yGvB2dvjSj2Ol7m9Q7/VqzFhzguYT9bZ+Py/EliQXHpxHMUF35Sber8Wuyhv5favp9Kdf2N9lnvemisQ28PEr149tZ2K5HtguwJbnPmdSDfPn/7Ufos7dXXNO7O+fbEpbe2rTW6VMxGcfF7YuaeNdy7XTvb+xMAAK7NpncMfJncuOUmLTe45ca2fuRI2uYbuBUBesP3N88tVPPxjTfbNjNfJUwGPlwbPohWW2y5t8u+7vkgfw/Wzx507sCP4qj90kHH69Cwxa2R1Gc/XpNmrAdxae2zXly0b2tftuIi5Tl+58DuD/965Pup+OtP6V2v0RppXW8doj04imdrTN9uC605L7EOInCpj/QnX0QUL6L7hPlOiUvUvrdGuf58MevFhevf5D259Z4V+jdjZ8N3AAC4Nps/SlQcCnQTW2+2/oapN0g+hNJNukTH2UM1n7F3dj7rC4/R8UHbXAv1ITpwOe5GINnDaOTD7PpFhIde5+CsbHF7ambOayB2NGLdsVH7RfusF5fcv45nq61C68fzTAjDGbbspXPjrz8l3GdrrNtrVK5BWgfng9+DrXj2xrTttiLj5vlT+QXWISUBZs5UtnO+U+PSXtv2Gln7tQ+X7/ShFxcZx/vobWmvRejfBjtb5y4AAFyLzYlBLqebm7mh+RtcdfMrb5an0ruhzs43mxic0+5Zej5sOmicD/316x9IUTzYFtPPzl/Z4vaUr38txI5GrDtx6fbrxCW1aeyvmbiQkNkiyFqM91J/T5zCuRODdl17Dyo+nr0xT6EV00usQ08A753v1Li013Z0nzhfzLpxcf5tvWeF/g3tHO9PAAC4Fru+fMwH+iIq7VO26oZKN0Nzw+Mnc+bmeCqjG+rMfHFi0PZhhLQvD4VTaPkgvnrf5fWMD+316x9I4aHHc+cyEVjWFm/n/CHb42qxHsSlv0ZxXFKbIJ5SHsfl6c37Yh6OwYnvHIz3Un9PnIK//pRWXFqx7tX19uAonr359tKK6SXWoSuAT5jvlLiE95DOGuX688WsGxdvC99nvC253tO+R/bs9HVmPn69xPvE6xwAAGbZlRj4Gx2XrTe4z8tNUd5+9Td/uWFqHRGJglmGN9SJ+bwwGfkw4txiteeDzqXonDM+tNcvXm8lOvS43NgiX+qbO/QIFhlrX3sAj7hWrEdx6a2RJANaluPi+0Y+RHGR+NXlvu9W+nvpPHNE+OtPae6zTqz76xfvwVE8e/PtpRfTc69DTwBT/d75TolLtLa9Ncr154vZKC72uv3R88fV1zxW754V+cflXTs7vuseRWIAALgSzcSgR3Sg+xvcLXIOH94+v24MZnxoCbJz4A+2S/LasQYAAAAAuCc2JQbpScnEW/a3yKk+8FOhV36y0/Oht357qZ8eXmcPHCHWAAAAAAD3xK53DAAAAAAAAAD3xWESg9ZnMB8VefKf43HOj/7o2Jf6ONEtMPvu0CXXAQAAAADgSBwiMZgVaZfGi0DhOp+X73HJ7wS8Jq+57nvmPuc6XML3o1xHAAAAALhNDpQYvL4AP6qwQmJwfvbMjcQAAAAAAPdMlRjYn23z7K1rEf3snSDiRoQOJQz071pnvnDa+viR2EI/Dynt9efnRh9P6gkrnSv9zBz/+k5uq3MoGoueLWm+d+tP0q1tdE4lEqRV7Ca+iJt++m7FxuMUO1vr0Fs/8sn2EcbJYc9Oqu99JK3w//mT+JT2WV7L1i8rnWsdRr73xlR/FfVvbzwBAAAAAJTwHQMVH5HQ31vXIwvIqDwLHBZsq0jywty+Fjuoj/Qne6hsZJcXiFU9i06qJ+FWtvt6KSvbic09W5J/668EeZ+USJDaMhWSVgT3iNrvtbO3Dr31Ezuovva3R9fOCVvKBMLW+X5is85LnHMder63xpQ+tV3KnngCAAAAACjdjxKJCKvF0Cl1ES3B0xM6LOzMz25aAZWEohlXy/w4FmlPQjbj+7R8q/uW80a2eP/UBz+2F6SRnYTv16KVGOyxs7cOvp9nVB/RtbNni0nWpC7PXfk3mRhIv33r0PJ9NCbZwGXBOxOtMQEAAAAAZugmBiKmRIhYEXlKXYQImlqItcq5riMCe+LRj2OZEVY0DvtWPfnOvlph2RWybr5IsBMtQToT24honr129tbBjqXzWPy4M3Tt7NnCezLbYueu/NuYGOxZh5bvs2OSz7QPa3u2xRMAAAAAQOl+lCh6Krm3rocImlqItcq5znxMxL9OQtH01zI/jmUkrLLwpHZZvPl+VoT2bJEyMw73q+f3glTLrAjewr7EILaztw52LJ3HIvW1vz26dvZs4b+zD9Qn+iiR+mqTCOWc69DzvTXm05v3RRmvQ5WgxmMCAAAAAIx41S8fK1bkzZSnehaoJOIEK/pYKJr+M/ZJ+zyeHdeKfW67zl0KzbXP80cW3tT+Q8cWKVv+5rZ5LmsTEQlSFfdpzoWRf8q+xKBtZ2sd7Fja1sMiOPXttyV6dlJ9yxbtq+XyBeYsorMdy5icRNS2nHsdWr63xtTkJuozGhMAAAAAYET3o0TgsqjgPvoT3lux8yhIvKxAt0CsAwAAAOCYIDF4RZAYAAAAAACAo4DEAAAAAAAAAHDsxOAST6rPNab/jgF4ffxHeOxn/Xt1Pfb22wv2FQAAAABeiyox8F96TOz8BZxTOGpiIF/wvPxnxS/h/7V5LR+iLwrP1PXY2y+iFxepW/bYxl/3AgAAAAA4heY7BvILKK/7RclLiMpTx+QnuldKkl5LVJ+T1/LhlhODXI93DgAAAABwPTYlBiJWqExEC7+TYJ5q2p+DJKyIin6CMf+spatbx0zi6Z35mcYT5/OCbMtHN3RM31Z+LpN+/nKZZ7FP7Ur+Tf6Epq0jEWrLhXGiNlqjVqzDuoXkw4Y10nXY6wPRs6W37sq1EoOeLaeuLfc366Okny0N6gAAAAAA9rIjMcgihtsYcfL1myyKRAzn/iyGGk/areCy4jvNt/YTm7Ko3zOfTQy2Pv23fW25CECaW+wlX6iM/vU229cyXhljS2u+HilmjTVqxVrrTl4jtw57fCB6tvTWXbH2enp1PaJ+LVvOsbayV+oxpHyJDxIDAAAAAJyRHYlBW8wkkZiwIikL0H4fgQSYn08FaRaoe+f7/uW75/hpbA9vj5KSAK4XG1KZSz5CMU62B7a05uvR6yN1Nl5Ctv0Ma+T2Tc+eFj1bbH22pdynxLUSg54tp65tKzEAAAAAALgEOz9KlMvKuizmbH9f1+tX1xnRGTyp3jvf5y/6lL9u08Lbo5ySGNgxSERa4dmar4e1Ia7rx2VfnVmjCycGvq4lnq+RGMzasndtW+MBAAAAAFyCMycGRiC6j3jw09POx1Siukp48Zgyx975bD/fZ0RP1JPos/FJZRxHY6d5/fTmfWEf22OeLnsfZ7A2RPV71qFXV62D2zd7fCCm52usIfVvif9eXQ/fr2fLOdaWE4ro3QaO8RKfoA4AAAAAYC9nSwwIfTIqH5/4yCI6CaVVVKf6BRVZrTqd7zsSiWu5FeV75vOCTMfwYr8FCzwnWFMSYOKjZamPsaN8wmxtrGPLArlT7xmt0Z516NX5eEb7ZqsPRM+W3rpr/2skBkTTlhPXVuIa70skBgAAAAC4BM3EALQRQTcncAHYiiYFe5IXAAAAAIC9IDHYib4LMPtOAwAzYF8BAAAA4LVAYgAAAAAAAAC4bmIQfURCy/Sz1uf6+AR/9pu/CyCfVb/mxzL85+5z2XH9m1mHc/vwGtyaD9FeiphZPwAAAACAHmdLDLwwUbZ8JGLvl0IjWDivX84817jbRNq43Slcwj/l3OPtRb7Y+9jf5dizl46yfgAAAAC4Lc6cGJwmhs8paOiz2joWjXuOz2wfKTG4hH/KawtLSQgWG54XH5EYIDEAAAAAwFW4SmLgf5azJWIjQVP9bOUFfqKRhKjOq6LU20q22XIhi9bCx0XQaix6vqeYvcttrB2vJe78Ouz1Qer3r5/Me57E4BQftqDrJv9+XMYVn3Vf6bytn7DlutZectdYKz5brqPX3GcAAAAAOBZXfcdAxYkVQZZI0NiyUf+tqFjL45MPbSHa8lHKvegr20W2az/9fxGkX57f23ctonUg9vhwyvqdMzFQ9vgwg18reU1jyNhUriJc/PICX1739pLU+X61nVuvo9faZwAAAAA4Fpf9joF7OjwShl7QhGMunCpgekKIbOB5gifbXpilcicko3ZtQToWetcWbpGwJLb6cOr6teJxCqesQ0RrbVISwGPLWKmM9suahFBba1NvL83aufc6uvY+AwAAAMCxOPQ7BipoWu33IMJrLFAjkdTy8dKJgbX5nLFoce7EYK/NR08MenvpiInBaB2uvc8AAAAAcCxu4qNEVkSdEy/+n968L+ZhoWTeOWj5KAIt+yXjlu32CFK1L3r3YoSKvD0C71yJAb0+Zf16An2vf+dMDCx+L6UkgMeWsVIZj+/nk9fyd7bP7iVrp/xNIr62c+t1dMo+AwAAAMD9cPjEQPuwcFnxbU6lFGx2rlh0RfVJXC3Il07LWGwVpGqTtt3KURKDPetnY2kp5j1YYqDouqU9xWPXa6r2R75Z//1eyvtvGbNh55bryNoEAAAAgMfmbIkBOB5vn8vk5N64d/8AAAAAAK4JEoM7hZ9I3/FHQ+7dPwAAAACAa4PEAAAAAAAAAIDEAMTMfGeEkHbl59ajdrfErO9H4h7XAQAAAADXpUoMvMAQ9n0R8xy0RNrR7NyD+mC/eEpfHN36hdpL0Ip7j9aXlm+NWd+PugfvZR0AAAAAcF2a7xic8sss56Ql0vYI16ORhKX5GUkkBq/PrO9H3YNIDAAAAACwh02Jgfy0If184iJmn79JP6tIQjaJpHfUb316ar4c2vp5RulH89C/ZT8SOLaPIDb1RFlvzF4d1++wM/XlmNXlLXjML58WspCziUHvJy1b9NaI6ntjJvuJ58WuNb4+1q2kMRKk1c9kTsQmzWf2kh1XfVK0buh7x5aW71of4eNS1K1xTnPz+LntHh+iuETxPNc6AAAAAOCx2JwYiDAngSLiQ4SM/l77IjjWp99WCHlRVNRpv3UurrOCrSG+uqKsM2a37gQ7c/ulzaTo4jEpXiwiZVxNDHq2+HEs3TXqjKn+JSHLNtk630/s1XmJSJDasuj/EIhIsda9ZOJD9V+/yXPYup7v1LZlS893nSfCx6WqT+PQXGW7PT5UcWnsiXOtAwAAAAAeix3vGMT/aZMXSSo+uI6Ej/m4TC3KOuKqUZ9EkiELn/aY3boT7NwDj7nOp8KN/uX5Orb4cSzdNer5Z8Sp1GV/ve+ziYH0K9fIrlOL0Xz1uNFejMpsHyHFpeG72hQRjel9o/mj8v0+mLiYa8yOfa51AAAAAMBjcfHEYCRy7Vg6j8WPOyrPdfGY3boT7NwDj7nOp09/P0/EzI9j6a5Rz7+OOLZ/c93GxGBks6c3nx/T1o33Z2xLz3ff1jLTjuZnIV69C7bXBxOXxp441zoAAAAA4LE4c2JgxA6LLRExMpYXemudGUvnsXgxNCrPdfGY3boT7CSkfSkCe/CYRqiToCMRSTHs2WLH8HTXqOffaruuH/WJPkokf5OddSy8INUym4zMYOfj12ybzFfVGVHf853atmzp+W7bebwtVX1KxCRm6drY6YOUxdeYzkmcax0AAAAA8FhUiYGKD/uRg3nRsvz9JfdTAcMTsYip6+xY2tbDoib1lbaxnTJub8zRfKfYqQJzb2KgPpXCr7alR2+NqL43JrXTcvkCbBadeQ2WMY1Q177axgtSfaqt48rYZRuP2G6Es5vP2vmj54/r+J9ePox879jS872Frpcdj+A9yHHONmvcNd57fNC4tK4x5VzrAAAAAIDHovmOwVa8mAMAnBdcYwAAAAC4JEgMALgRcI0BAAAA4JKcLTEAAAAAAAAA3C6HSQz2fJ7+npGnw9f/PLjO+8ifP599Mv9aawQAAAAAcAkOkRgc5SMSXugJ9Zdsr030ZdJ75zX3xJ65z7lGl/D9KNcYAAAAAI7LgRKD1xfgRxVPSAyuy565kRgAAAAA4NapEgP7846evXUtop9QFETAiJihhIH+XevsfxTV+PiR2EI/OSnt6bWtb9ETT/7nJuUnNHNbnUPRWPRsSfO9W3/mdG2jcypTPz9p+nlbZj6WlX5qNehzig+tNeqtLflr+wjjxLFnJ9X3Pq5W+P/8SXxKezCvs//pVGXrGrUY+b5n3ffGEwAAAACPRfiOgQqMSOjvreuRRWJUnkUMi7JVCHlhbl+LHdRH+pM9VDayy4vAqp6FJdWTOCvbfb2Ule3E5p4tyb/1/zLwPimR6LRlKhazUK9jOYsdS8v2+tBbo97aih1UX8eiR9fOCVvKBMLW+X51fLeskW0T0fN977rviScAAAAAHovuR4lEaNWC55S6iJao6YkZFm/Ffw6WRVISg2ZcLfPjWKQ9idWM79Pyre5bzhvZ4v1TH/zYXnRGdhLahtpz2cQTak8rMdjjQ2+NfD/PqD6ia2fPFpPISV2eu/JvMjGQfuX62DXq0fJ9NGZv3VtjAgAAAAAo3cRABJOIDSsUT6mLENFSi61WOdd1hF5PIPpxLDPiicZh36qn29lXKx67YtXNF4lyoiU6R7FVW0d+WyIb9vrQWyM7ls5j8ePO0LWzZwvv12yLnbvyb2NiMFqjiJbvs2NG694aEwAAAABA6X6UKHryuLeuh4iWWmy1yrnOfBTEv05i0PTXMj+OZSSesrikdlmg+X5WaPZskTIzDver5/eiU8us0FWe3rwvynjMDeuxLzGIfeitkR1L57FIfR2LHl07e7bw39kH6hN9lEh9tUmEsmWNRvR837vue+IJAAAAgMfiVb98rFghN1Oe6lmEklATrLBjMWj6z9gn7fN4dlyZK9uic5dicu3z/JHFNbX/0LFFypa/uW2ey9pERKJTBXyac4HHXEVuLm/HL2JfYtD2obVGdixt62ERnPqO/ejZSfUtW7SvlssXmLOIznYsY3J8a1u2rJFt06Ll+ynrvjWeAAAAAHgsuh8lApdFRfUtP8W9Bx+uicTLCnQLxDoAAAAAXg8kBq8IEgMAAAAAAHAUkBgAAAAAAAAAkBgAAAAAAAAAkBgAAAAAAAAAFpAYAAAAAAAAAOrEwP68o2dvHQAAAAAAAODYhO8Y6G+6R0J/bx0AAAAAAADguHQ/SoQEAQAAAAAAgMegmxjY/ynW/4+8e+sAAAAAAAAAx6P7UaIfPX9TddhbBwAAAAAAADgu+PIxAAAAAAAAoP9RIgAAAAAAAMBjgMQAAAAAAAAAgMQAAAAAAAAAcEeJwdMPvnn57offv3x4E9cr0k5+MYl45O9F9GLWrVt/depSvzh16fEBAAAAAEDNwyUGlrfP50sM9sw/4pQxn958fPk8ENd7EgOK2Y9++OnlrSlLv0bFbLdX+pdjyvzLePiFKwAAAACAq4DE4E4TA/6VqC+L4O4I6974UR0/yf/y8eVr087DIn/QxqIJjE8MuI5twDsHAAAAAADXoEoMej87ureuh/T7yAKQRCwLSyMG7X+WZsu5LolK6vspCVkvaqVdLTyjxODpB+9fPnzJ8808sZan6J48X29M9VdR/0Zj9hD/l7aB362YDetWH0YifUuyldbpXbw+BMcH7xoAAAAAAFyc8B0DFauRwNtb10L6kCiUp8PUl8roXxGqXrjKa/80WRIIW+f71cIzErG2bFYME35OS2vMJOBde6U3Zg+OxSKmvf3jmMV1uW9si018fDx7UFw4Do31IXp1AAAAAADgfHQ/SnSNBCElAUYkpzISp+ZjKYWoZuGaBaMVrl7EziYGKo7JdsuMHy3hPBqTbOCy4Kl4a8wRKrjpb16LdexuzDp10esW7M/EE36eT+1CYgAAAAAA8Op0EwMRiyJcVWieWuc5YmIwsjmiJZxnx2QBv7Sr7RmLcYvOp/EXxPduzDp10esWfpwI+w5DSRA/JAYAAAAAAFeh+1Gi6Mnv3roWKQlg4SkCMJWxKDTi1LyWv7PglrnXOit4+W8SnbW49ImBlm358qzSE86tMZ/evC/KWFSb2PXGVP99rGmMMrkQEZ7j2YhZp86OM0pwIl8lWWj3lblj8c92bNhPAAAAAABgHwf58nGcGFC9ikrFiktqp+XyBeYsZFmgct0yZkN4RolB9DR71q88J5Hna42ZxH0itjGqjxIDmadOJDhOq1jvxaxXR/BaBAlOy0Zlb2KgSd0oGQEAAAAAAKfT/SgREPK7DhG1oL1nJAnY7vPb5zph6aExn03KAAAAAADAaSAxAJsZvQPg4fYbPg60dXwAAAAAAHA6SAwAAAAAAAAASAwAAAAAAAAAQWLQ+jw9PtYBAAAAAADA/TJ8x4B/MWbHz3cCAAAAAAAAboduYtD6+UsAAAAAAADAfdFPDN6V/1kWAAAAAAAA4D5pJgb8XQN8hAgAAAAAAICHoJkY0H9khS8cAwAAAAAA8BiEiQF/4fjB/kdfAAAAAAAAHpkwMfj62+83/U+1AAAAAAAAgNum++VjAAAAAAAAwGOAxAAAAAAAAACAxAAAAAAAAACAxAAAAAAAAACwgMQAAAAAAAAAgMQAAAAAAAAAECQG9FOln799HzbeWwcAAAAAAAA4NuE7Bvz/GPzwx6HQ31sHAAAAAAAAOC7djxIhQQAAAAAAAOAx6CYGT+8+scAnvnvnOu6sAwAAAAAAAByP7keJfvT8TdVhbx0AAAAAAADguODLxwAAAAAAAID+R4kAAAAAAAAAjwESAwAAAAAAAAASAwAAAAAAAMAdJQZPP/jm5bsffv/y4U1cr0g7+cUkAt+LEGbjdzT0F7Au9etXlx4fAAAAAOAoPFxiYHn7fL7E4BLCeu+YT28+vnw2yc9MAjSa69qJw8x8tH4/+uGnl7emLP0yFrPdXulfjim2LOPh17YAAAAAcMcgMbizxODpB+9fPnzZbsdorkv412NoDz3J//Lx5eugTmGRP2hjyQlVmRhwHduDdw4AAAAAcL9UicHenyTt1fWQfh9ZdNETWRZzRoDZ/yzNlnOdfTL+/CkJSS8qpV0t9qLEQIR1nm/mKbE8ufbk+Xpjqr+K+jcas0VPUPfikure2ZiKnT1bpB/9Tf+udR3/bLyruCyQ/7PxHIn0aH1blP7HcWZfJvYDAAAAAMAtEr5joGIuElV761pInywsqS+V0b8iXL2Qldci5HwCYet8v1rsRcLRls0KUMLPaWmNmUV13UfatsfsYZMpa3svLlK39FmfsFexb9iS+uk41M8mBm9yfMWu7C8nAI0n+j3f+3U52fBr24Ns4TVp7BWiVwcAAAAAcOt0P0p0jQQhJQEs9kR0pTL3cZFCVDuRacWiF44tQecTA+knotIy40dLrI7GZHFMZcGT6NaYs2SRLL734lLVrX3Vzr5/bRulPvtd2tJOunrjjuZUOLYTT/h5L63tkBgAAAAA4FHpJgatJ8+n1HmOmBiMbI5oidXZMaNkqjXmFoqYdeJS1Zl+8rrnXyyWpc6MUc3XjktrvlGdxe+RiJw8eQJfkRgAAAAA4I7pfpQoetq6t65FSgKMwExlLMSMWDWv5e8sLGXutc4IRxWgkUD0iYGWbfnCqtITq60xn968L8pYyJrY9cZU/32sqc+HRrJjx9Py1hN8EdV5bttXx87lsVj2fbxQ78W6NZ/UlUlLi2h8saGTkHTEP++xDXsbAAAAAOCWOMiXj+PEgOpVyClW0FE7LZcvMGchyaKQ65YxG2KP2niboyfIs37lOYk8X2vMJO4TsY1RfS8xEMGfsTFrxUXj/52Zz4vnyBa7bratYtfoR88f1zho336sW74TvC+CpKLXh9ibGGhcW/0AAAAAAG6d7keJgBCJ7UxbFIPLIknA9vi/fY7fiWih6z+bIAIAAAAA3CJIDMBNM3oHwMPtN3wcaOv4AAAAAAC3ChIDAAAAAAAAABIDAAAAAAAAwM7EQL5Qis/WAwAAAAAAcC9sSgz0F2Y+P38Kf7kFAAAAAAAAcJvseseg91vvAAAAAAAAgNsDiQEAAAAAAACgTgyi/3Sq+t9jkRgAAAAAAABwV+AdAwAAAAAAAAASAwAAAAAAAMDGxEB/lciD/xUWAAAAAACA22bXOwYAAAAAAACA+wKJAQAAAAAAAACJAQAAAAAAAACJAQAAAAAAAGABiQEAAAAAAAAAiQEAAAAAAAAgSAzoJ0k/f/s+bLy3DgAAAAAAAHBswncM9P8riIT+3joAAAAAAADAcel+lAgJAgAAAAAAAI9BNzF4eveJBT7h/3fjvXUAAAAAAACA49H9KNGPnr+pOuytAwAAAAAAABwXfPkYAAAAAAAA0P8oEQAAAAAAAOAxQGIAAAAAAAAAQGIAAAAAAAAAQGIAAAAAAAAAWEBiAAAAAAAAwMPzb778/wHj8r4UMpHm3QAAAABJRU5ErkJggg==)

Start.py

Package1/

\_\_init\_\_.py

abc.py/

add()

subtract()

ced.py/

multiply()

divide()

**start.py**

--start—

from Package1 import abc.py, ced.py

print abc.add(3,4)

print abc.Subtract(10,5)

print ced.mutiply(3,4)

print ced.divide(10,2)

--end—
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## Open and Closing files

To open a file for reading or writing, you need to create an object like this.

file = open(file\_name, access\_mode, buffering)

**file\_name** – It’s a string variable contain the name of the file.

**Access\_mode** – Access mode determines the mode in which the file will be opened, i.e. reading, writing, appending.

**buffering** – If buffering value is 0, means no buffering takes place, value greater than zero will indicate the buffering will be done based on defined buffered size. If value is zero or negative means buffering will not be happen.

|  |  |
| --- | --- |
| r | Open file only in read only mode |
| rb | Open file in ready only mode for binary file |
| r+ | Open file for both reading and writing |
| rb+ | Open file for both reading and writing for binary file |
| w | Open file in write only mode, if the file does not exist, then it will create the file with the file\_name |
| wb | Open file in write only mode for binary file |
| w+ | Open file for both read only and write only |
| wb+ | Open file for both read only and write only for binary file |
| a | Open file in append mode, File pointer will be at end of the file |
| ab | Open file in append mode for binary file |
| a+ | Open file in appending and reading |
| ab+ | Open file in appending and reading for binary file. |

### Example
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# Chapter 8

## Exception

Python provides two very important features to handle any unexpected error in your Python programs and to add debugging capabilities in them:

* Exception Handling
* Assertions

## Assertion

An assertion is a sanity-check that you can turn on or turn off when you are done with your testing of the program. The easiest way to think of an assertion is to liken it to a raise-if statement (or to be more accurate, a raise-if-not statement). An expression is tested, and if the result comes up false, an exception is raised.

### Syntax

assert (Condition check), ‘Message to print’

### Example
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## Exception

When python program encounters a situation that it cannot understand, then the python code will raise the exception.

## Handle the Exception

### Try and catch

Sometimes code can go wrong in future, in that case we can write a block of code over the suspicious code by using try and catch.

Examples – You are opening a file name test.txt. But this file is deleted by mistake, then you code will throw the Exception. In these kinds of cases you can catch the exception and execute the necessary remedy.
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You can also catch multiple type of Exceptions

--start—

try:

# block of code can throw more than a type of exception

except IOError as e:

print e

except KeyError as e:

print e

except:

Print ‘Exception occur other than the IOError or KeyError’

--end—

## try finally

You can use a finally: block along with a try: block. The finally block is a place to put any code that must execute, whether the try-block raised an exception or not.

--start—

try:

-----------------------

Block of code

Will throw exception

Will not executes

-----------------------

finally:

This block would always be executed

--end—
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Note: Please read Chapter 10 before Chapter 9 to better understand the python @property

# Chapter 9

## Python @property

Python has a great concept called property which makes the life of an object-oriented programmer much simple.

Before going deep into property first understand the need of property.

Example

**class Celsius**:  
 **def** \_\_init\_\_(self, temperature=0):  
 self.temperature = temperature  
  
 **def to\_fahrenheit**(self):  
 **return** (self.temperature \* 1.8) + 32

OP

>>> # create new object

>>> man = Celsius()

>>> # set temperature

>>> man.temperature = 37

>>> # get temperature

>>> man.temperature

37

>>> # get degrees Fahrenheit

>>> man.to\_fahrenheit()

98.60000000000001

The extra decimal places when converting into Fahrenheit is due to the floating-point arithmetic error (try 1.1 + 2.2 in the Python interpreter).

Whenever we assign or retrieve any object attribute like temperature, as show above, Python searches it in the object's \_\_dict\_\_ dictionary.

>>> man.\_\_dict\_\_

{'temperature': 37}

Now imagine if we need to implement the set temperature function that, the value of temperature cannot go below the -273 degrees Celsius.

Now we will add getter and setter to implement the situation.

**class Celsius**:  
 **def** \_\_init\_\_(self, temperature=0):  
 self.set\_temperature(temperature)  
  
 **def to\_fahrenheit**(self):  
 **return** (self.temperature \* 1.8) + 32  
  
 **def get\_temperature**(self):  
 **return** self.\_temperature  
  
 **def set\_temperature**(self, temperature):

value = to\_fahrenheit(temperature)  
 **if** value < -273:  
 **raise** ValueError("Temperature cannot go below -273")  
 **else**:  
 self.\_temperature = temperature

OP

>>> c = Celsius(-277)

Traceback (most recent call last):

...

ValueError: Temperature cannot go below -273

>>> c = Celsius(37)

>>> c.get\_temperature()

37

>>> c.set\_temperature(10)

>>> c.set\_temperature(-300)

Traceback (most recent call last):

...

ValueError: Temperature cannot go below -273

Everything is running fine with the above code, but in the above we are receiving the \_temperature variable that is private variable in python.

But in actual private variables don't exist in Python. There are simply norms to be followed. The language itself don't apply any restrictions.

>>> c.\_temperature = -300

>>> c.get\_temperature()

-300

Here the above statement, we found out that even we setup a setter function to set the value, anyone can able to assign the values which are less than -273 degrees Celsius.

We can access the private or strongly private variable of class using its object, so because of this another python rule we are not able to implement the current problem in right manner, to implement such problem we need to follow different rule of python called @property.

## The power of @property

Now we are implementing the above problem in pythonic way by using property.

**class Celsius**:  
 **def** \_\_init\_\_(self, temperature = 0):  
 self.temperature = temperature  
  
 **def to\_fahrenheit**(self):  
 **return** (self.temperature \* 1.8) + 32  
  
 **def get\_temperature**(self):  
 **print**("Getting value")  
 **return** self.\_temperature  
  
 **def set\_temperature**(self, temperature):

value = **to\_fahrenheit(temperature)**  
 **if** value < -273:  
 **raise** ValueError("Temperature below -273 is not possible")  
 **else**:  
 self.\_temperature = value  
  
 temperature = property(get\_temperature, set\_temperature)

>>> c = Celsius()

We added a print() function inside get\_temperature() and set\_temperature() to clearly observe that they are being executed.

The last line of the code, makes a property object temperature. Simply put, property attaches some code (get\_temperature and set\_temperature) to the member attribute accesses (temperature).

Any code that retrieves the value of temperature will automatically call get\_temperature()instead of a dictionary (\_\_dict\_\_) look-up. Similarly, any code that assigns a value to temperature will automatically call set\_temperature(). This is one cool feature in Python.

## Property function syntax

property(fget=None, fset=None, fdel=None, doc=None)

fget – is the function to get the attributes

fset – is the function to set the attributes

fdel – is the function to delete the attributes

doc – is a string like comment.

### Other way to write the above program:

**class** Celsius:  
 **def** \_\_init\_\_(self, temperature = 0):  
 self.\_temperature = temperature  
  
 **def to\_fahrenheit**(self):  
 **return** (self.temperature \* 1.8) + 32  
  
 @property  
 **def temperature**(self):  
 **print**("Getting value")  
 **return** self.\_temperature  
  
 @temperature.setter  
 **def temperature**(self, value):  
 **if** value < -273:  
 **raise** ValueError("Temperature below -273 is not possible")  
 **else**:  
 self.\_temperature = value

# Chapter 10

## OOP (Object oriented programming)

There is way of organizing your program which is to combine data and functionality and wrap it inside something called an object. This is called the *object-oriented* programming paradigm.

Major principles of object-oriented programming system are given below

* Object
* Class
* Method
* Inheritance
* Polymorphism
* Data Abstraction
* Encapsulation

### Object

Object is an entity that has state and behavior. It may be anything. It may be physical and logical. For example: mouse, keyboard, chair, table, pen etc.

Everything in Python is an object, and almost everything has attributes and methods. All functions have a built-in attribute \_\_doc\_\_, which returns the doc string defined in the function source code.

### Class

Class can be defined as a collection of objects. It is a logical entity that has some specific attributes and methods. For example: if you have an employee class then it should contain an attribute and method i.e. an email id, name, age, salary etc.

#### Syntax
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### Method

Method is a function that is associated with an object. In Python, method is not unique to class instances. Any object type can have methods.

### Inheritance

**class Employee**(object):  
 **def** \_\_init\_\_(self, email='abc@gmail.com', name='Abc', age=25, salary=1000):  
 self.email = email  
 self.name = name  
 self.age = age  
 self.salary = salary  
  
 **def employee\_information**(self):  
 **print** self.email  
 **print** self.name  
 **print** self.age  
 **print** self.salary  
  
  
**class** SalesEmployee(Employee):  
 **def** \_\_init\_\_(self, email='sales@gmail.com', name='Sales', age=25, salary=1000, work='To get business'):  
 super(SalesEmployee, self).\_\_init\_\_(email,name,age,salary)  
 self.work = work  
  
**print** 'Parent class employee details'  
emp = Employee()  
emp.employee\_information()  
**print** 'Sales class employee details'  
sales = SalesEmployee()  
sales.employee\_information()

Inheritance is a feature of object-oriented programming. It specifies that one object acquires all the properties and behaviors of parent object. By using inheritance, you can define a new class with a little or no changes to the existing class. The new class is known as derived class or child class and from which it inherits the properties is called base class or parent class.
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In the above example, you can see the **SalesEmployee** class object inherited the **Employee** class object. **SalesEmployee** class object **emp** also inherited the methods define in its parent class.

### Polymorphism

**class Animal**:  
 **def** \_\_init\_\_(self, animal\_type='Animal', talk='talk', leg=4, hand=0, color='Blue'):  
 self.animal\_type = animal\_type  
 self.talk = talk  
 self.leg = leg  
 self.hand = hand  
 self.color = color  
  
 **def animal\_information**(self):  
 **print** self.animal\_type  
 **print** self.talk  
 **print** self.leg  
 **print** self.hand  
 **print** self.color  
  
  
dog = Animal('Dog', 'Bark', 4, 0, 'Black')  
dog.animal\_information()  
  
cat = Animal('Cat', 'Meow', 4, 0, 'White')  
cat.animal\_information()

Polymorphism is made by two words "poly" and "morphs". Poly means many and Morphs means form, shape. It defines that one task can be performed in different ways. For example: You have a class animal and all animals talk. But they talk differently. Here, the "talk" behavior is polymorphic in the sense and totally depends on the animal. So, the abstract "animal" concept does not actually "talk", but specific animals (like dogs and cats) have a concrete implementation of the action "talk".
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### Encapsulation

Encapsulation is also the feature of object-oriented programming. It is used to restrict access to methods and variables. In encapsulation, code and data are wrapped together within a single unit from being modified by accident.

### Data Abstraction

Data abstraction and encapsulation both are often used as synonyms. Both are nearly synonym because data abstraction is achieved through encapsulation.

Abstraction is used to hide internal details and show only functionalities. Abstracting something means to give names to things, so that the name captures the core of what a function or a whole program does.

## How to create class and its object

The class statement creates a new class definition.

**class Abc**:  
 *"""  
 Optional class doc string  
 """* methods **and** variable

The class has a documentation string, which can be accessed viaClassName.\_\_doc\_\_.

#### Example

**class Employee**(object):  
 *"""  
 This class demonstrate the class and subclass example  
 """* employee = 0  
   
 **def** \_\_init\_\_(self, email='abc@gmail.com', name='Abc', age=25, salary=1000):  
 self.email = email  
 self.name = name  
 self.age = age  
 self.salary = salary  
  
 **def employee\_information**(self):  
 **print** self.email  
 **print** self.name  
 **print** self.age  
 **print** self.salary  
  
  
**class SalesEmployee**(Employee):  
 **def** \_\_init\_\_(self, email='sales@gmail.com', name='Sales', age=25, salary=1000, work='To get business'):  
 super(SalesEmployee, self).\_\_init\_\_(email,name,age,salary)  
 self.work = work  
  
**print** 'Parent class employee details'  
emp = Employee()  
emp.employee\_information()  
**print** 'Sales class employee details'  
sales = SalesEmployee()  
sales.employee\_information()

* In the above example **employee** is the class variable, its value is shared by all the class objects. This variable accessed through **Employee.employee** (classname.class\_variable).
* The quotation written after the class statement, it is the class doc string. Doc string accessed through **Employee.\_\_doc\_\_** (classname.\_\_doc\_\_). Doc string is used for the documentation or to write about the class working.
* **\_\_init\_\_** method is a special method of the class called constructor. When you will initialize the instance of class called object, then the constructor will execute first from the class.
  + When we created the first object **emp = Employee(),** By this statement you created an object or instance of the class Employee, through this object **emp** reserved the space or memory for the variables (email, name, age, salary) initialize through the constructor.
* **employee\_information()** is the method which is printing the employee information. You can access this only through the object of the class **Employee.** i.e. **emp, sales**

### How to create the object

* **emp** is the class object, you can create the class object by this statement
  + **objectname = classname(argument to send to constructor for initialization)**
* After creating the object, now you can call the class function using this object.
  + objectname.classfunction(argument to send)

### How to access the variable and methods using object

# Create the object of the class  
emp = Employee()  
# To access the variables  
**print** emp.email  
# Or you can change the value of variable using the class instance  
emp.email = 'noname@gmail.com'  
# To access the class methods  
emp.employee\_information()

# Chapter 11

## Regular expression

A regular expression is a special sequence of characters that helps you match or find other strings or sets of strings, using a specialized syntax held in a pattern.

The module **re** provides full support for Perl-like regular expressions in Python. The **re** module raises the exception re.error if an error occurs while compiling or using a regular expression.

### Regular expression syntax

A regular expression (or RE) specifies a set of strings that matches it; the functions in this module let you check if a string matches a given regular expression (or if a given regular expression matches a string, which comes down to the same thing).

For more reading about the syntax go to below link

[Regular expression syntax](https://docs.python.org/2/library/re.html%23regular-expression-syntax)

For to practice the regular expressions go to this link [Interactive tutorial](https://regexone.com/lesson/introduction_abcs) before reading.

When you are writing the regular expression, it is recommended that to use raw string instead of regular python string.

Let us take an example if we want to search the **/section** in any text. As we know we need to use backslash before any special character to be treated as the part of normal string. So, our regular expression in this case will be **//section**.

To write this regular expression in python we again need to escape the two backslashes and our final regular expression will be **////section.**

As the above regular expression is difficult to read as there is so many backslashes, in python we can use **r** instead of the two extra backslashes to escape the other backslashes **r”//section”**.

#### Example

**OP**

**import** re  
  
# Lets use a regular expression to match a date string. Ignore  
# the output since we are just testing if the regex matches.  
regex = r"([a-zA-Z]+) (\d+)"  
**if** re.search(regex, "June 24"):  
 # Indeed, the expression "([a-zA-Z]+) (\d+)" matches the date string  
  
 # If we want, we can use the MatchObject's start() and end() methods  
 # to retrieve where the pattern matches in the input string, and the  
 # group() method to get all the matches and captured groups.  
 match = re.search(regex, "June 24")  
  
 # This will print [0, 7), since it matches at the beginning and end of the  
 # string  
 **print** "Match at index %s, %s" % (match.start(), match.end())  
  
 # The groups contain the matched values. In particular:  
 # match.group(0) always returns the fully matched string  
 # match.group(1) match.group(2), ... will return the capture  
 # groups in order from left to right in the input string  
 # match.group() is equivalent to match.group(0)  
  
 # So this will print "June 24"  
 **print** "Full match: %s" % (match.group(0))  
 # So this will print "June"  
 **print** "Month: %s" % (match.group(1))  
 # So this will print "24"  
 **print** "Day: %s" % (match.group(2))  
**else**:  
 # If re.search() does not match, then None is returned  
 **print** "The regex pattern does not match. :("
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### Different functions of **re**

#### Match function

##### Syntax

**re.match(pattern, string, flags=0)**

pattern – pattern is your regular expression to be matched in the string

string – will be your string in which you want to match the pattern

flags - You can specify different flags using bitwise OR (|). These are modifiers.

#### Search function

##### Syntax

**re.search(pattern, string, flags=0)**

pattern – pattern is your regular expression to be matched in the string

string – will be your string in which you want to match the pattern

flags - You can specify different flags using bitwise OR (|). These are modifiers.

#### Difference between matches and search

Match function only search the pattern in the beginning of the string while match can search the pattern anywhere in the string.

#### Sub function

This function is used to search and replace the pattern in the string

##### Syntax

**re.sub(pattern, repl, string, max=0)**

pattern – pattern is your regular expression to be matched in the string

repl – This string will replace the matched pattern

string – will be your string in which you want to match the pattern

flags - You can specify different flags using bitwise OR (|). These are modifiers.

# Chapter 12

## Data Structure with python

These below topics we will cover during this chapter

* Linear search
* Binary search
* Bubble sort
* Queue Implementation
* Stack implementation

### Linear search

### The linear search is used to find an item in a list. The items do not have to be in order. To search for an item, start at the beginning of the list and continue searching until either the end of the list is reached or the item is found.

#### Example or Code

#!/bin/python  
  
position = 0  
  
a = raw\_input('Enter the number by comma separated\n').split(',')  
b = int(raw\_input('Enter the number you want to search\n'))  
  
found = False  
  
**while** position < len(a) **and not** found:  
 **if** int(a[position]) == b:  
 found = True  
 position += 1  
  
**if** found:  
 **print** 'Number found and count taken is : ' + str(position)  
**else**:  
 **print** 'Number not found'  
 dec = raw\_input('You want to add this number to the list\n 1 - Yes\n 2 - No\n')  
 **if** dec == '1':  
 a.append(b)  
 **print** 'New list is : ' + str(a)  
 **else**:  
 **print** 'Number not added to the list : ' + str(a)

* In the above example, **raw\_input** is the function to take input from user. There are two variable **a** will receive the user provided list, **b** will receive the number to be search in the list.
* We initialize a **found** variable to False and loop over the user input list.
* If will iterate to every value from the list until the number not found, then set **found** variable to True.
* Linear search will take less iteration if searched number is present in the beginning of the list, if number present on the last index of the list then linear search will take maximum iteration to search the number.
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### Binary search

The binary search is used to find an item in an ORDERED list.

To search for an item, look in the middle of the list and see if the number you want is in the middle, above the middle or below the middle. If it is in the middle, you have found the item. If it is higher than the middle value, then adjust the bottom of the list so that you search in a smaller list starting one above the middle of the list. If the number is lower than the middle value, then adjust the top of the list so that you search in a smaller list which has its highest position one less than the middle position.

#!/bin/python  
**import** sys  
  
a = sorted(raw\_input('Enter the number by comma separated\n').split(','), key=**lambda** x: int(x))  
b = int(raw\_input('Enter the number you want to search\n'))  
  
found = False  
first = 0  
last = len(a) - 1  
count = 0  
**while not** found **and** first <= last:  
 count += 1  
 mid = (first + last) / 2  
 **if** int(a[mid]) == b:  
 found = True  
 **else**:  
 **if** first >= last:  
 **print** 'Number not found and its count is : ' + str(count)  
 sys.exit()  
 **else**:  
 **if** int(a[mid]) > b:  
 last = mid - 1  
 **else**:  
 first = mid + 1  
  
**print** 'Number found and its count is : ' + str(count)

**OP**
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* In the above example, initialize three variables **first,** **last** and **found** initialize to False**. First** will point to the first index of the searching list and **last** will point to the last index of the searching list.
* Program will loop over the user list, and compare the mid element to the search number **b.**
* If the number is matched then while loop will exit else it will check if the searched number is greater or less than the middle number and accordingly change the value of **last** or **first** to create the sub list.

### Bubble sort

Bubble sort is a simple sorting algorithm. This sorting algorithm is comparison-based algorithm in which each pair of adjacent elements is compared and the elements are swapped if they are not in order. This algorithm is not suitable for large data sets as its average and worst-case complexity are of Ο(n2) where **n** is the number of items.

Example

#!/bin/python  
  
a = raw\_input('Enter the number by comma separated to sort using bubble sort\n').split(',')  
**print** 'Your unsorted list : ' + str(a)  
  
main = 0  
flag = False  
  
**for** iterate **in** range(0, len(a)):  
 main += 1  
 count = 0  
 **for** i **in** a:  
 **if** count < len(a) - 1:  
 **if** int(i) > int(a[count + 1]):  
 temp = i  
 a[count] = a[count + 1]  
 a[count + 1] = temp  
 count += 1  
  
**print** 'Your sorted list : ' + str(a)  
**print** 'Count to sort this list is : ' + str(main) + 'X' + str(count)

### Queue Implementation

A queue is a first in, first out (FIFO) structure. This means that the first item to join the queue is the first to leave the queue. A queue can be implemented using an array (called a list in Python), or using OOP techniques.
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A list implementation for a linear queue will use an append method to add to the queue and a delete method to remove from the queue.

Another type of queue is a circular queue. With this type of queue, if the end of the available spaces is reached, then the next item to be added uses any available spaces at the start of the queue. This is a more efficient use of space.

* In the below example, we define some methods that are useful to implement the queue.
* **isEmpty()** – This method will check whether queue is empty or not.
* **enqueue()** – This method will insert the new element in to the queue.
* **pop() –** This method will pop/remove the value from the queue.
* **peek() –** This method will give the peek value in the queue.
* **show() –** This method will print the all element in the queue.
* **size() –** This method will return the size of the queue.
* **choices() –** This method will provide the user interactive options.

#!/bin/python  
**import** sys  
  
**class Queue**:  
 **def** \_\_init\_\_(self):  
 self.items = []  
  
 **def isEmpty**(self):  
 **return** self.items == []  
  
 **def enqueue**(self, item):  
 self.items.insert(0, item)  
  
 **def pop**(self):  
 **return** self.items.pop()  
  
 **def peek**(self):  
 **try**:  
 **return** self.items[len(self.items) - 1]  
 **except**:  
 **return** None  
  
 **def show**(self):  
 **print** self.items  
  
 **def size**(self):  
 **return** len(self.items)  
  
 **def choices**(self):  
 dec = raw\_input(  
 'Select the choices\n1 - Empty?\n2 - Add\n3 - Pop\n4 - Peek\n5 - size\n6 - show all element\n7 - Exit\n')  
 **try**:  
 **if** int(dec) == 1:  
 **if** self.isEmpty():  
 **print** 'Yes! It is empty'  
 **else**:  
 **print** 'No :) Its not empty'  
 self.choices()  
 **elif** int(dec) == 2:  
 value = raw\_input('Enter the value\n')  
 self.enqueue(value)  
 self.choices()  
 **elif** int(dec) == 3:  
 **print** 'Here is the value : ' + str(self.pop())  
 self.choices()  
 **elif** int(dec) == 4:  
 **print** 'Peek value is : ' + str(self.peek())  
 self.choices()  
 **elif** int(dec) == 5:  
 **print** 'Size of stack is : ' + str(self.size())  
 self.choices()  
 **elif** int(dec) == 6:  
 self.show()  
 self.choices()  
 **elif** int(dec) == 7:  
 **print** 'Exiting application...'  
 sys.exit()  
 **else**:  
 **print** 'Wrong selection due to choice'  
 self.choices()  
 **except** Exception **as** e:  
 **print** 'Wrong selection due to exception'  
 self.choices()  
  
obj = Queue()  
obj.choices()

### Stack implementation

A stack is a last in, first out (LIFO) structure. Items are stored in the stack, but if an item is taken from the stack, it is always the last one that was added.
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A stack uses a pop method to take the last item added off the stack and a push method to add an item to the stack.

* In the below example, we define some methods that are useful to implement the stack.
* **isEmpty()** – This method will check whether stack is empty or not.
* **push()** – This method will insert the new element in to the stack.
* **pop() –** This method will pop/remove the value from the stack.
* **peek() –** This method will give the peek value in the stack.
* **show() –** This method will print the all element in the stack.
* **size() –** This method will return the size of the stack.
* **choices() –** This method will provide the user interactive options.

#!/bin/python  
**import** sys  
  
**class Stack**:  
 **def** \_\_init\_\_(self):  
 self.items = []  
  
 **def isEmpty**(self):  
 **return** self.items == []  
  
 **def push**(self, item):  
 self.items.append(item)  
  
 **def pop**(self):  
 **return** self.items.pop()  
  
 **def peek**(self):  
 **try**:  
 **return** self.items[len(self.items) - 1]  
 **except**:  
 **return** None  
  
 **def show**(self):  
 **print** self.items  
  
 **def size**(self):  
 **return** len(self.items)  
  
 **def choices**(self):  
 dec = raw\_input(  
 'Select the choices\n1 - Empty?\n2 - Add\n3 - Pop\n4 - Peek\n5 - size\n6 - show all element\n7 - Exit\n')  
 **try**:  
 **if** int(dec) == 1:  
 **if** self.isEmpty():  
 **print** 'Yes! It is empty'  
 **else**:  
 **print** 'No :) Its not empty'  
 self.choices()  
 **elif** int(dec) == 2:  
 value = raw\_input('Enter the value\n')  
 self.push(value)  
 self.choices()  
 **elif** int(dec) == 3:  
 **print** 'Here is the value : ' + str(self.pop())  
 self.choices()  
 **elif** int(dec) == 4:  
 **print** 'Peek value is : ' + str(self.peek())  
 self.choices()  
 **elif** int(dec) == 5:  
 **print** 'Size of stack is : ' + str(self.size())  
 self.choices()  
 **elif** int(dec) == 6:  
 self.show()  
 self.choices()  
 **elif** int(dec) == 7:  
 **print** 'Exiting application...'  
 sys.exit()  
 **else**:  
 **print** 'Wrong selection due to choice'  
 self.choices()  
 **except** Exception **as** e:  
 **print** 'Wrong selection due to exception'  
 self.choices()  
  
obj = Stack()  
obj.choices()

# Chapter 13

## Web Scrapping

Web scraping is data scrapping used for extracting data from websites. In web scrapping we connect to www (world wide web) and extract the data over http (Hyper Text Transfer Protocol) protocol.

There are mainly two steps in web scrapping

* Request to URL (Uniform resource locator).
* Parse the useful data from the html content we received after the web request.

### How to request to URL

There are different packages available in python for querying to URL.

* requests
* urllib2

#### requests

**import** requests  
  
response = requests.get('Your url here')

##### How to check the requests status

**import** requests  
  
response = requests.get('Your url here')  
  
**print** response.status\_code

###### Status code

2xx Success

Request code started from 2xx will indicate success. This class of request code indicates that action requested by the client was received, processed, understood and accepted successfully.

3xx Redirection

This class of status code indicates the client must take additional action to complete the request. These status code are used in URL redirections. When one web page is available for more than one URL.

4xx Client errors

This class of status code is intended for situations in which the client seems to have errored.

400 – The server cannot or will not process this request because of some error.

401 – When you are not authorized to request the URL.

##### How to store the HTML content

There are two ways to store the HTML content

* \_content
* text

Note – Recommended to use the **text** to store the data, \_content is the private variable to the class requests.

**import** requests  
  
# This will send the GET request to the specified URL  
response = requests.get('Your url here')  
  
# response.status\_code will print the request return status  
**print** response.status\_code  
  
# This html\_data will store the html data that is requested from the web page  
html\_data = response.text

#### Parsing of HTML data

To parse the data from the HTML content, already some packages available but also you can write your own parser.

##### Available package to parse HTML

* BeautifulSoup
* HTMLParse
* lxml
* html5lib

###### BeautifulSoup

**import** requests  
**from** bs4 **import** BeautifulSoup  
  
# This will send the GET request to the specified URL  
response = requests.get('Your url here')  
  
# response.status\_code will print the request return status  
**print** response.status\_code  
  
# This html\_data will store the html data that is requested from the web page  
html\_data = response.text  
  
# This will convert the html data into beautifulsoup object  
html\_content = BeautifulSoup(html\_data, "html.parser")  
# If you want to parse the whole body tag  
# This will find the body tag  
beautiful\_obj = html\_content.find('body')  
# This will convert it into list of data inside the body tag  
iterator = beautiful\_obj.findChildren()

This above code will find all the content in the body tag and convert it into python list.

We can iterate through this python list and find out the text and other attributes present inside the body.

**import** requests  
**from** bs4 **import** BeautifulSoup  
  
# This will send the GET request to the specified URL  
response = requests.get('Your url here')  
  
# response.status\_code will print the request return status  
**print** response.status\_code  
  
# This html\_data will store the html data that is requested from the web page  
html\_data = response.text  
  
# This will convert the html data into beautifulsoup object  
html\_content = BeautifulSoup(html\_data, "html.parser")  
# If you want to parse the whole body tag  
# This will find the body tag  
beautiful\_obj = html\_content.find('body')  
# This will convert it into list of data inside the body tag  
iterator = beautiful\_obj.findChildren()  
  
**for** tag **in** iterator:  
 # This will print the tag  
 **print** tag  
 # This will print the Text field inside the tag  
 **print** tag.text  
 # To find out the attributes and their values inside the tag  
 **for** attribute\_name, attribute\_value **in** tag.iteritems():  
 # This will print the attribute name  
 **print** attribute\_name  
 # This will print the attribute value  
 **print** attribute\_value

Also added the user interactive program for web scrapping.

**import** json  
**import** csv  
**from** Tkinter **import** \*  
**import** requests  
**import** re  
**from** bs4 **import** BeautifulSoup  
# from Naked.toolshed.shell import execute\_js, muterun\_js  
  
\_\_author\_\_ = 'xxxxx'  
  
"""  
This program is basically a scrapper  
It is used for extracting data from websites.  
It is a form of copying,   
in which specific data is gathered and copied from the web,   
typically stored into a excel, csv or json for later retrieval or analysis.  
"""

# This function is to change the set default encoding of python  
reload(sys)  
sys.setdefaultencoding('utf-8')  
  
  
**class Extract**:  
 **def** \_\_init\_\_(self):  
 *"""  
 This is the initialization of user choices  
 and data list and dictionary  
 """* self.user\_choice = {'url': raw\_input('Enter the url to extract the data\n'), 'tag': {}}  
 self.tag = raw\_input('Please select the tag you want to search in\n'  
 '1 - body\n'  
 '2 - div\n'  
 '3 - a\n'  
 '4 - script\n'  
 '5 - style\n'  
 '6 - form\n'  
 '7 - span\n')  
 **if** int(self.tag) == 1:  
 self.user\_choice['tag']['body'] = {}  
 **pass  
 elif** int(self.tag) == 2:  
 self.user\_choice['tag']['div'] = {}  
 self.attribute = raw\_input('Please select the attribute\n'  
 '1 - class\n'  
 '2 - id\n'  
 '3 - style\n'  
 '4 - No attribute\n')  
 **if** int(self.attribute) == 1:  
 self.user\_choice['tag']['div']['attribute\_value'] = raw\_input('Enter the value of attribute : class\n')  
 self.user\_choice['tag']['div']['attribute\_name'] = 'class'  
 **elif** int(self.attribute) == 2:  
 self.user\_choice['tag']['div']['attribute\_value'] = raw\_input('Enter the value of attribute : id\n')  
 self.user\_choice['tag']['div']['attribute\_name'] = 'id'  
 **elif** int(self.attribute) == 3:  
 self.user\_choice['tag']['div']['attribute\_value'] = raw\_input('Enter the value of attribute : style\n')  
 self.user\_choice['tag']['div']['attribute\_name'] = 'style'  
 **elif** int(self.attribute) == 4:  
 self.user\_choice['tag']['div']['attribute\_value'] = 0  
 self.user\_choice['tag']['div']['attribute\_name'] = 0

**elif** int(self.tag) == 3:  
 self.user\_choice['tag']['a'] = {}  
 self.attribute = raw\_input('Please select the attribute\n'  
 '1 - class\n'  
 '2 - id\n'  
 '3 - No attribute\n')  
 **if** int(self.attribute) == 1:  
 self.user\_choice['tag']['a']['attribute\_value'] = raw\_input('Enter the value of attribute : class\n')  
 self.user\_choice['tag']['a']['attribute\_name'] = 'class'  
 **elif** int(self.attribute) == 2:  
 self.user\_choice['tag']['a']['attribute\_value'] = raw\_input('Enter the value of attribute : id\n')  
 self.user\_choice['tag']['a']['attribute\_name'] = 'id'  
 **elif** int(self.attribute) == 3:  
 self.user\_choice['tag']['a']['attribute\_value'] = 0  
 self.user\_choice['tag']['a']['attribute\_name'] = 0  
**elif** int(self.tag) == 4:  
 self.user\_choice['tag']['script'] = {}  
 **pass  
elif** int(self.tag) == 5:  
 self.user\_choice['tag']['style'] = {}  
 **pass  
elif** int(self.tag) == 6:  
 self.user\_choice['tag']['form'] = {}  
 self.attribute = raw\_input('Please select the attribute\n'  
 '1 - class\n'  
 '2 - id\n'  
 '3 - No attribute\n')  
 **if** int(self.attribute) == 1:  
 self.user\_choice['tag']['form']['attribute\_value'] = raw\_input('Enter the value of attribute : class\n')  
 self.user\_choice['tag']['form']['attribute\_name'] = 'class'  
 **elif** int(self.attribute) == 2:  
 self.user\_choice['tag']['form']['attribute\_value'] = raw\_input('Enter the value of attribute : id\n')  
 self.user\_choice['tag']['form']['attribute\_name'] = 'id'  
 **elif** int(self.attribute) == 3:  
 self.user\_choice['tag']['form']['attribute\_value'] = 0  
 self.user\_choice['tag']['form']['attribute\_name'] = 0  
**elif** int(self.tag) == 7:  
 self.user\_choice['tag']['span'] = {}  
 self.attribute = raw\_input('Please select the attribute\n'  
 '1 - class\n'  
 '2 - id\n'  
 '3 - No attribute\n')  
 **if** int(self.attribute) == 1:  
 self.user\_choice['tag']['span']['attribute\_value'] = raw\_input('Enter the value of attribute : class\n')  
 self.user\_choice['tag']['span']['attribute\_name'] = 'class'  
 **elif** int(self.attribute) == 2:  
 self.user\_choice['tag']['span']['attribute\_value'] = raw\_input('Enter the value of attribute : id\n')  
 self.user\_choice['tag']['span']['attribute\_name'] = 'id'  
 **elif** int(self.attribute) == 3:  
 self.user\_choice['tag']['span']['attribute\_value'] = 0  
 self.user\_choice['tag']['span']['attribute\_name'] = 0  
**else**:  
 **print** 'Your choice not matched, Exiting program ... '  
# self.url = 'http://www.mcdonaldsindia.net/' + str(self.state) + '-store-locator.aspx'  
  
self.data\_dict = {}  
self.final\_list = []

**def write\_csv**(self, data):  
 *"""  
 This function will convert the dictionary/json data in to csv  
 By default, the classes in the csv module use Windows-style line terminators (\r\n) rather than Unix-style (\n)  
 So because of this we used line terminator='\n'  
 """* **with** open('output.csv', 'w') **as** out:  
 writer = csv.DictWriter(out, data[0].keys(), delimiter=',', lineterminator='\n')  
 writer.writeheader()  
 **for** row **in** data:  
 writer.writerow(row)  
  
**def request\_to\_web**(self):  
 *"""* ***:return****: a beautiful soup object from html pages  
  
 This function will request to url using requests module  
 Then parse the html content using BeautifulSoup  
 It will extract the content on the basis of tag and class provided by the user  
 It will return beautiful soup object  
 """* **if** self.user\_choice:  
 page = requests.get(self.user\_choice['url'])  
 html\_content = page.text  
 parsed\_html = BeautifulSoup(html\_content, "html.parser")  
 **print** self.user\_choice['tag'].keys()[0]  
 **if** self.user\_choice['tag'].keys()[0] == 'body':  
 beautiful\_obj = parsed\_html.find(self.user\_choice['tag'].keys()[0])  
 iterator = beautiful\_obj.findChildren()  
 **elif** self.user\_choice['tag'][self.user\_choice['tag'].keys()[0]] == {} **or** \  
 (self.user\_choice['tag'][self.user\_choice['tag'].keys()[0]]['attribute\_value'] == 0 **and** self.user\_choice['tag'][self.user\_choice['tag'].keys()[0]]['attribute\_value'] == 0):  
 beautiful\_obj = parsed\_html.body.find\_all(self.user\_choice['tag'].keys()[0])  
 iterator = beautiful\_obj  
 **else**:  
 beautiful\_obj = parsed\_html.body.find\_all(self.user\_choice['tag'].keys()[0],  
 attrs={  
 self.user\_choice['tag']  
 [self.user\_choice['tag'].keys()[0]]  
 ['attribute\_name']  
 : self.user\_choice['tag']  
 [self.user\_choice['tag'].keys()[0]]  
 ['attribute\_value']})  
 iterator = beautiful\_obj  
 **else**:  
 **raise** Exception('Url missing !!')  
  
 # printing the parse data, To show user whether data is correct or not?  
  
 # print 'Here is below your parse content'  
 # print '------------------------------------------------------------------------------------------------------'  
  
 data = '-------------------------------------------------------------------------------------------------------'

html\_dictionary = {}  
information\_count = 1  
**for** tag **in** iterator:  
 # print tag  
 html\_dictionary[information\_count] = {}  
 # print 'Text : '+str(tag.text.strip())  
 html\_dictionary[information\_count]['Text'] = str(tag.text.strip())  
 data += 'Text : ' + str(tag.text.strip()) + '\n'  
 **for** key, value **in** tag.attrs.iteritems():  
 # print 'Key : '+str(key).strip()  
 html\_dictionary[information\_count][key] = value  
 data += 'Key : ' + str(key).strip() + '\n'  
 # print 'Value : '+str(value).strip()  
 data += 'Value : ' + str(value).strip() + '\n'  
  
 data += '--------------------------------------------------------------------------------------------------'  
 # print '--------------------------------------------------------------------------------------------------'  
 information\_count += 1  
  
**for** key **in** html\_dictionary.iterkeys():  
 **print** key  
 **for** key1 **in** html\_dictionary[key].iterkeys():  
 **print** str(key1)+':'+str(html\_dictionary[key][key1])  
  
user\_input = raw\_input('If your content not good then restart the search\n1 - Y\n2 - N\n')  
**if** int(user\_input) == 1:  
 **print** 'Run this application again'  
 **print** 'Exiting the application'  
 sys.exit()  
**elif** int(user\_input) == 2:  
 **pass  
else**:  
 **print** 'You selected a wrong option'  
 **print** 'Exiting the application'  
 sys.exit()  
  
**while** True:  
 operator = raw\_input(  
 'Are you want to apply operator\n'  
 '1 - between\n'  
 '2 - split\n'  
 '3 - Text\n'  
 '4 - link\n'  
 '5 - class\n'  
 '6 - id\n'  
 '7 - script\n'  
 '8 - want to proceed for final parsing?\n'  
 )  
 **if** int(operator) == 1:  
 extracted = self.apply\_operator(data, 'between')  
 self.populate\_data\_to\_tkinter\_text\_field(extracted)  
 **elif** int(operator) == 2:  
 **try**:  
 delimiter = raw\_input('Write your separator and index by comma separated\n').split(',')  
 **except** Exception **as** e:  
 **print** 'Your input is wrong'  
 sys.exit()  
 extracted = extracted.split(delimiter[0])[int(delimiter[1])]  
 self.populate\_data\_to\_tkinter\_text\_field(extracted)

**elif** int(operator) == 3:  
 extracted = self.apply\_operator(html\_dictionary, 'Text')  
 self.populate\_data\_to\_tkinter\_text\_field(extracted)  
 **elif** int(operator) == 4:  
 extracted = self.apply\_operator(html\_dictionary, 'link')  
 self.populate\_data\_to\_tkinter\_text\_field(extracted)  
 **elif** int(operator) == 5:  
 extracted = self.apply\_operator(html\_dictionary, 'class')  
 self.populate\_data\_to\_tkinter\_text\_field(extracted)  
 **elif** int(operator) == 6:  
 extracted = self.apply\_operator(html\_dictionary, 'id')  
 self.populate\_data\_to\_tkinter\_text\_field(extracted)  
 **elif** int(operator) == 7:  
 extracted = self.apply\_operator(html\_dictionary, 'script')  
 self.populate\_data\_to\_tkinter\_text\_field(extracted)  
 **elif** int(operator) == 8:  
 user = raw\_input('How you want to parse the data\n1 - json\n2 - Other\n')  
 **if** int(user) == 1:  
 data = self.json\_parsing(extracted)  
 **print** data  
 **try**:  
 user\_dict\_dec = raw\_input(  
 'You want to write full\n'  
 '1 - Full dictionary or json\n2 - or specific key, & enter the key\n'  
 ).split(',')  
 **except** Exception **as** e:  
 **print** 'Your input was not correct ' + str(e)  
 sys.exit()  
 **if** data **and** int(user\_dict\_dec[0]) == 1:  
 **try**:  
 self.write\_csv(data)  
 **print** 'Your csv file is generated.'  
 **except**:  
 **pass** sys.exit()  
 **elif** data **and** int(user\_dict\_dec[0]) == 2:  
 **try**:  
 self.write\_csv(data[user\_dict\_dec[1]])  
 **print** 'Your csv file is generated'  
 **except**:  
 **pass** sys.exit()  
 **else**:  
 **print** type(extracted), extracted  
 self.write\_csv(json.loads(extracted))  
 sys.exit()  
 **else**:  
 **pass  
  
 return** beautiful\_obj  
  
@staticmethod  
**def json\_parsing**(data):  
 **try**:  
 **return** json.loads(data)  
 **except**:  
 **return** None

**def apply\_operator**(self, data, operator):  
 **if** operator == 'between':  
 first\_value = raw\_input('Enter the first value\n')  
 last\_value = raw\_input('Enter the last value\n')  
 search\_pattern = first\_value + '(.\*?)' + last\_value  
 main = re.findall(search\_pattern, data, re.DOTALL)[0]  
 **return** main  
 **elif** operator == 'Text':  
 text\_list = []  
 **for** key **in** data.iterkeys():  
 local\_dict = {}  
 **try**:  
 local\_dict['Name'] = str(data[key][operator].split('\r\n')[0])  
 local\_dict['Address'] = str(data[key][operator].split('\r\n')[1].lstrip().replace('\xc2\xa0', ' '))  
 **except** Exception **as** e:  
 local\_dict = {'Name': str(data[key][operator]), 'Address': str(e)}  
 **print** local\_dict  
 text\_list.append(local\_dict)  
 **print** text\_list  
 self.populate\_data\_to\_tkinter\_text\_field(text\_list)  
 **return** json.dumps(text\_list)  
 **elif** operator == 'link':  
 text\_list = []  
 **for** key, value **in** data.iteritems():  
 local\_dict = {}  
 local\_dict = {'Link': value['href'], 'Text': value['Text']}  
 text\_list.append(local\_dict)  
  
 **print** text\_list  
 **return** json.dumps(text\_list)  
 **elif** operator == 'class':  
 text\_list = []  
 **for** key, value **in** data.iteritems():  
 local\_dict = {}  
 **if** operator **in** value:  
 local\_dict = {'class': value['class'], 'Text': value['Text']}  
 text\_list.append(local\_dict)  
 **else**:  
 **pass  
  
 print** text\_list  
 **return** json.dumps(text\_list)  
 **elif** operator == 'id':  
 text\_list = []  
 **for** key, value **in** data.iteritems():  
 local\_dict = {}  
 **if** operator **in** value:  
 local\_dict = {'id': value['class'], 'Text': value['Text']}  
 text\_list.append(local\_dict)  
 **else**:  
 **pass  
  
 print** text\_list  
 **return** json.dumps(text\_list)

**elif** operator == 'script':  
 """  
 for key, value in data.iteritems():  
 tmp = open('file.js', 'w')  
 tmp.write(value['Text'])  
 tmp.close()  
 response = muterun\_js('file.js')  
 if response.exitcode == 0:  
 print(response.stdout)  
 else:  
 sys.stderr.write(response.stderr)  
 """  
 **pass** @staticmethod  
 **def populate\_data\_to\_tkinter\_text\_field**(value):  
 root = Tk()  
 scroll = Scrollbar(root)  
 text = Text(root, height=20, width=200)  
 scroll.pack(side=RIGHT, fill=Y)  
 text.pack(side=LEFT, fill=Y)  
 scroll.config(command=text.yview)  
 text.config(yscrollcommand=scroll.set)  
 text.insert(END, value)  
 mainloop()  
  
 **def converting\_to\_dict**(self, parsed\_data):  
 *"""* ***:return****: dictionary or json from the beautiful soup object  
 This function will take the parsed content from the html  
 and convert into the json or dictionary  
 """* **for** store **in** parsed\_data:  
 single = store.find\_all("p")  
 **for** value **in** single:  
 local\_dict = {}  
 val = value.text.split('\r\n')  
 local\_dict['Name'] = val[0].strip()  
 local\_dict['Address'] = val[1].strip()  
 self.final\_list.append(local\_dict)  
  
 self.data\_dict['locations'] = self.final\_list  
 **return** self.data\_dict  
  
  
**if** \_\_name\_\_ == "\_\_main\_\_":  
 ext = Extract()  
 parse = ext.request\_to\_web()  
 data\_dict = ext.converting\_to\_dict(parse)  
 ext.write\_csv(data\_dict['locations'])

# Chapter 14

## Lambda function

In Python, anonymous function is a function that is defined without a name. While normal functions are defined using the def keyword, in Python anonymous functions are defined using the lambda keyword.

## Syntax

*lambda arguments: expression*

Lambda functions can have any number of arguments but only one expression. The expression is evaluated and returned. Lambda functions can be used wherever function objects are required.

### Example

double = **lambda** x: x\*2  
  
**print** double(10)

**OP**

20

Above example will double the value given to the lambda function. Here **x** is the argument and **x\*2** is the expression. Function has no name but it will return the **x\*2**.

### Lambda with Other Functions

#### filter()

The function is called with all the items in the list and a new list is returned which contains items for which the function evaluates to True

##### Syntax

filter(function as argument, list)

filter function takes two arguments, first argument is the function type and second argument is the list.

###### Example

filter\_example = filter(**lambda** x: (x % 2 == 0), [1, 2, 3, 4, 5, 6, 7, 8, 9, 10])  
  
**print** filter\_example

OP

[2, 4, 6, 8, 20]

The above example will evaluate every element of the [1, 2, 3, 4, 5, 6, 7, 8, 9, 10] list through the lambda function defines and return the list of elements, which are perfectly dividend of 2.

#### Map()

The function is called with all the items in the list and a new list is returned which contains items returned by that function for each item

##### Syntax

map(function as argument, list)

The map() function in Python takes in a function and a list.

##### Example

map\_example = map(**lambda** x: (x % 2 == 0), [1, 2, 3, 4, 5, 6, 7, 8, 9, 10])  
  
**print** map\_example

**OP**

[False, True, False, True, False, True, False, True, False, True]

# Basic SQL Operators and Syntax

## SELECT

The most basic SELECT statement has only 2 parts: (1) what columns you want to return and (2) what table(s) those columns come from.

If we want to retrieve all the information about all the customers in the Employees table, we could use the asterisk (\*) as a shortcut for all the columns, and our query looks like

**SELECT \* FROM Employees**

If you want some specific columns

**SELECT ID, Name, Gender, City FROM Employees**

## WHERE

The next thing we want to do is to start limiting, or filtering, the data we fetch from the database. By adding a **WHERE**clause to the **SELECT** statement, we add one (or more) conditions that must be met by the selected data. This will limit the number of rows that answer the query and are fetched. In many cases, this is where most of the "action" of a query takes place.

We can continue with our previous query, and limit it to only those employees living in London:

**SELECT ID, Name, Gender, City FROM Employees**

**WHERE City = 'London'**

If you want the employee not living in London

**SELECT ID, Name, Gender, City FROM Employees**

**WHERE City <> 'London'**

If you want to use the **AND** & **OR** operator with where clause.

**SELECT ID, Name, Gender, City, HireDate FROM Employees**

**WHERE (HireDate >= ‘1-Jan-2000’) AND (HireDate <= ‘1-Jan-2010’)**

you can use **BETWEEN** operatorfor above statement

**SELECT ID, Name, Gender, City, HireDate FROM Employees**

**WHERE HireDate BETWEEN ‘1-Jan-2000’ AND ‘1-Jan-2010’**

**OR** operator use

**SELECT ID, Name, Gender, City, HireDate FROM Employees**

**WHERE City=’London’ OR City=’Delhi’**

You can use **IN** operatorfor above statement

**SELECT ID, Name, Gender, City, HireDate FROM Employees**

**WHERE City IN (’London’, ’Delhi’)**

You can use **NOT** operator with IN operator

**SELECT ID, Name, Gender, City, HireDate FROM Employees**

**WHERE City NOT IN (’London’, ’Delhi’)**

The above statement will give the output of all employee details which are living except London and Delhi.

## LIKE

**LIKE**operator allows us to perform basic pattern-matching using wildcard characters. For Microsoft SQL Server, the wildcard characters are defined as follows:

* **WHERE** FirstName **LIKE** '\_im' finds all three-letter first names that end with 'im' (e.g. Jim, Tim).
* **WHERE** LastName **LIKE** '%stein' finds all employees, whose last name ends with 'stein'
* **WHERE** LastName **LIKE** '%stein%' finds all employees, whose last name includes 'stein' anywhere in the name.
* **WHERE** FirstName **LIKE** '[JT]im' finds three-letter first names that end with 'im' and begin with either 'J' or 'T' (that is, *only* Jim and Tim)
* **WHERE** LastName **LIKE** 'm[^c]%' finds all last names beginning with 'm' where the following (second) letter is not 'c'.

**SELECT ID, Name, LastName, HireDate, City FROM Employees**

**WHERE (Name NOT LIKE 'M%') AND (Name NOT LIKE 'A%')**

The above query will print details of employees excluded the employee name start with A and M.

## ORDER

To sort the data rows, we use ORDER BY clause.

**SELECT ID, Name, HireDate, City FROM Employees**

**ORDER BY City**

The above statement will print the employee details in ascending order of their city column.

If you want the data descending order you can write your query like

**SELECT ID, Name, HireDate, City FROM Employees**

**ORDER BY City DESC**